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Control for Secure Cloud Data Storage
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Abstract— Cloud data storage has provided significant benefits
by allowing users to store massive amount of data on demand
in a cost-effective manner. To protect the privacy of data stored
in the cloud, cryptographic role-based access control (RBAC)
schemes have been developed to ensure that the data can only be
accessed by those who are allowed by access policies. However,
these cryptographic approaches do not address the issues of
trust. In this paper, we propose trust models to reason about
and to improve the security for stored data in cloud storage
systems that use cryptographic RBAC schemes. The trust models
provide an approach for the owners and roles to determine
the trustworthiness of individual roles and users, respectively,
in the RBAC system. The proposed trust models consider role
inheritance and hierarchy in the evaluation of trustworthiness
of roles. We present a design of a trust-based cloud storage
system, which shows how the trust models can be integrated
into a system that uses cryptographic RBAC schemes. We have
also considered practical application scenarios and illustrated
how the trust evaluations can be used to reduce the risks and
to enhance the quality of decision making by data owners and
roles of cloud storage service.

Index Terms— Role-based access control, trust model, crypto-
graphic RBAC, secure cloud data storage.

I. INTRODUCTION

THERE has been a rapid growing trend in the recent times
in using online services. A major benefit of using online

services is that users can store their data online and access it
from anywhere. However, many online service providers do
not have the capacity to store large amount of users’ data due
to high maintenance cost and complexity. Cloud services such
as cloud storage services are providing solutions to address
these issues with the ability to store and manage increasing
amount of users’ data stored online. Online service providers
can outsource users’ data to the public cloud while focusing on
the service quality. Since a public cloud is an open platform,
and can be subjected to malicious attacks from both insiders
and outsiders, this has raised several security issues such as
how to control and prevent unauthorised access to data stored
in the cloud; this also applies to cloud providers themselves
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as the owners of the data may not wish the cloud providers to
view or access its content.

One approach to protect the privacy of the data stored in the
cloud is using access controls. Many access control models
have been proposed over the years in the literature. In this
context, role-based access control (RBAC) is a well-known
access control model which can help to simplify security
management especially in large-scale systems. In RBAC, roles
are used to associate users with permissions on resources.
Users are assigned roles and permissions are allocated to roles
instead of individual users; only users who have been granted
membership to roles can access the permissions associated
with the roles and hence can access the resources. Since being
first formalised in the 1990’s [1], RBAC has been widely used
in many systems to provide users with flexible controls over
the access to their data. The RBAC model was extended and
updated in 1996 [9], and the RBAC standard was proposed
in 2000 [10].

In traditional systems, access control policies are usually
specified and enforced by a central authority who has admin-
istrative control over all the resources in the system. However
in a distributed system such as a cloud, there may not exist
such a central authority as the data may be stored in distributed
data centres which cannot be under the control of a single
authority. In some cases though the access control policies
may be specified by the cloud provider authority itself in a
centralised way, there could be multiple authorities to enforce
these access policies distributed throughout the cloud system.
Therefore there would be a need to trust these authorities to
specify correctly the access control policies and enforce them
properly.

In a cloud data storage system, the data owners would wish
to specify the policies as to who can access their data and the
cloud providers are required to correctly enforce the policies
that the data owners have specified. In order to enforce the
specified access control policies before putting the data onto
the cloud, the data owners can encrypt the data in the way that
only users that the owners wished to allow as specified in the
access control policies are able to decrypt and access the data.
Several cryptographic schemes, such as the schemes in [2]–[6],
have been developed to enforce access policies on outsourced
data. These schemes combine cryptographic techniques and
access control to protect the privacy of the data in an out-
sourced environment. The paper [6] specifically addressed the
security issue of RBAC in cloud systems and proposes a
new scheme called Role-based Encryption (RBE). It is worth
noting that the security of a RBAC system using one of these
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schemes is under the assumption that the authorised users
and roles behave in a trusted manner so they do not breach
the RBAC policies. However, in a cloud storage system that
uses RBAC to control the access to the data, an authorised user
of the system may leak the data in the cloud to unauthorised
users; or an authorised user may be excluded from accessing
the permissions of the role that have been legitimately assigned
to the user by a malicious administrator of the system. Such
issues rely on trust aspects in these systems.

In some cryptographic RBAC schemes, roles and their
users are managed by administrators who hold the mas-
ter secrets of the systems. All the administration tasks in
these schemes are centralised. Therefore, if a data owner
wants to know if a RBAC system is secure, she or he only
needs to determine the trustworthiness of the administrator
of the system. However large-scale RBAC systems may have
hundred or even thousands of roles and hundreds of thousands
of users and permissions. In such cases, it is impractical to
centralise the task of managing these users and permissions,
and their relationships with the roles in a small team of security
administrators. In the RBE scheme proposed in the paper [6],
the users management can be decentralised to individual roles;
that is, the administrators only manage the roles and the
relationship among them while the roles have the flexibility
in specifying the user memberships themselves. In this paper,
we consider trust models for cloud storage systems that are
using cryptographic RBAC schemes like the RBE scheme,
where each individual role can manage their user memberships
without the need of involving the administrators. We believe
this case is more general and can be used in large-scale
RBAC systems. In such systems, data owners will need to
consider the trust of the roles with whom they wish to interact
instead of the administrator of the system.

In such a cloud storage system using cryptographic
RBAC schemes, it would be helpful if a data owner could
determine whether or not a role in the system is trusted before
interacting with it in order to prevent malicious roles or users
from accessing his or her private data. When the data owner
evaluates the trust value of a role, she or he will only proceed
with encrypting data to the role if the trust value of the role is
above a certain trust threshold (this threshold being set by the
data owner). Though the bad behaviour of a role will result
in its low trust value, malicious users in the role could also
bring down the trust value of the role. Therefore, roles will
also need to consider the trust of users so that only users with
good behaviour will be granted the role membership if the
roles wish to keep their reputations.

A. Contributions of This Paper

The main contributions of this paper are trust models
for securing data storage in cloud storage systems that are
using cryptographic RBAC schemes. Though there exists
many works on trust models in RBAC, none of these works
consider the trust for users on the RBAC system itself. The
proposed trust models address the missing aspect of trust in
cryptographic RBAC schemes to secure data storage in the
cloud, and can provide better protection of stored data than
using cryptographic approaches alone. The paper proposes

trust models to assist (i) the data owners to evaluate the trust
on the roles in a RBAC system and use this trust evaluation
to decide whether to store their encrypted data in the cloud
for a particular role, and (ii) the roles to evaluate the trust
on the users in the RBAC system and use this trust in the
decision to grant the membership to a user. We refer to these
trust models as Owner-Role RBAC and Role-User RBAC trust
models respectively.

These trust models can not only prevent the owners from
interacting with roles which have bad historical behaviour in
terms of poor track record in carrying out their functions
properly, but also assist the roles to identify the malicious
users who caused bad impacts on the roles’ trustworthiness.
This can in turn be used to reduce the risks associated with
interacting with the RBAC system for the owners and help
roles to keep the RBAC system authentic.

Another important contribution of this paper is that the
proposed trust models take into account role inheritance. Since
our trust models are for cloud storage systems dealing with
hierarchical RBAC schemes, the trustworthiness of a role
is also affected by the historical behaviour of its ancestor
roles and/or descendent roles (if a role A inherits all the
permissions that a role B has, then we say role A is a ancestor
role of role B, and role B is a descendent role of role A).
Similarly the trustworthiness of a user is also affected by his
or her historical behaviour in other roles in the RBAC system.
Hence in our trust evaluation, we take into account the impact
of role hierarchy and inheritance on the trustworthiness of
the roles and users. As far as we are aware, this is the
first time such a trust model for RBAC system taking into
account role inheritance has been proposed. We also present
the architecture of a trust-based cloud storage system which
integrates the trust models in a cryptographic RBAC system.
Moreover, we describe the relevance of the trust models by
considering practical application scenarios and illustrating how
the trust evaluations can be used to enhance the quality of
decision making by data owners and roles of cloud storage
service.

The paper is organised as follows. Section II reviews
relevant preliminary knowledge that is needed for the design
of our trust models. Section III describes the trust issues
in a cryptographic RBAC system and discusses the trust
requirements for data owners and roles (and role managers).
The formal Owner-Role and Role-User RBAC trust models
are presented in Section IV and Section V respectively. The
architecture for our secure cloud storage system is presented
in Section VI. In Section VII, we illustrate how our trust
models can be used in a cloud service application to enhance
the quality of security decision making. Section VIII discusses
some relevant related works and compares them with our
proposed trust models. Section IX concludes the paper.

II. PRELIMINARIES

A. Experience-Based Trust

Trust has played a foundational role in security for a
long period of time. Most experience-based trust systems
derive the trustworthiness of an entity from both its own
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experience and the feedback on the transactions provided by
other entities which have had interactions with the entity
concerned in the past. Let us consider a simple example of
such a system. When a client c finishes a transaction with a
service provider p, c gives a feedback as either “positive” or
“negative” depending on whether or not c is satisfied with the
transaction. The feedback record is of the form f = (c, p, b, t)
where b represents the binary value of the feedback and
t is the timestamp when the transaction took place. This
record f is uploaded by the client to a trust central repository.
When another client wants to evaluate the trustworthiness of
the service provider p (assuming this client does not have
any previous experience with the provider), first it obtains
the collection of feedback records Hist (p) = { f1, . . . , fn}
from the central repository, where n is the total number
of the feedbacks about p that have been uploaded to the
central repository; Hist (p) represents the feedbacks that all
the clients have made to the service provider p. By adding
up the total number of each different type of feedback, the
client gets an evidence tuple (p, r, s) where r represents the
total number of “positive” feedbacks appeared in the collection
Hist (p), and s is the total number of “negative” feedbacks in
Hist (p). Then the client makes the decision whether or not to
continue the transaction with the service provider p based on
whether this tuple exceeds a certain threshold; this threshold
is dependent on the context of the application at hand.

Many approaches have been proposed that use probabilistic
models to evaluate the trust based on the evidence tuple which
contains the number of “positive” and “negative” transactions
in which the given entity has been involved. Perhaps the most
common probabilistic model is the one based on Bayesian
trust using a beta probability distribution function [22]–[24].
The beta family of distributions is a collection of continuous
probability density functions defined over the interval [0, 1].
Suppose a beta distribution used for a parameter θ is
defined as

P(θ) = �(α + β)

�(α)�(β)
θα−1(1 − θ)β−1

where α and β are two parameters controlling the distribution
of the parameter θ , and 0 ≤ θ ≤ 1, α > 0, β > 0. Assume
X = {x1, . . . , xn} is the collection of the feedback from the
past n transactions, and X has r “positive” feedbacks and s
“negative” feedbacks. Then the likelihood function can be
defined as

P(X |θ) =
∏n

i=1
P(xi |θ) = θ r (1 − θ)s

The posterior distribution P(θ |X) is proportional to the
multiplication of the prior P(θ) and the likelihood func-
tion P(X |θ), and we then have

P(θ |X) = P(X |θ)P(θ)

P(X)

= �(r + α + s + β)

�(r + α)�(s + β)
θ r+α−1(1 − θ)s+β−1

Now let xi+1 be the possible feedback of the next
transaction. The probability that xi+1 is a “positive” feedback

given the transaction history X can be represented as

P(xi+1|X) =
∫ 1

0
dθ P(xi+1|θ)P(θ |X)

=
∫ 1

0
dθ θ P(θ |X)

= E(θ |X)

Then we write the probability that the next transaction will
be a “good” one as follows:

E(r, s) = P(xi+1|X) = E(θ |X) = r + α

r + α + s + β
(1)

Using Equation 1, the client can derive the probability that
the next transaction with the provider will be positive from
the transaction history of the provider. Most Bayesian trust
systems assume that the parameters α = β = 1. Some
other approaches allows the parameters α and β to be chosen
depending on the system context.

B. Role-Based Encryption

A cryptographic RBAC scheme integrates encryption
scheme with RBAC model to enforce the access control
policies in an untrusted environment. This approach allows
data to be encrypted in the way that the ciphertext can only be
decrypted by those which are allowed by the access policies.
A hierarchical cryptographic access control scheme [11] was
proposed in 1983. Because of the similarity in structures
between hierarchical access control and RBAC, a hierarchical
cryptographic access control scheme can be easily trans-
formed into a cryptographic RBAC scheme. The problem
of access control for securely outsourcing data using cryp-
tographic techniques was first considered in [12]. Several
cryptographic access control approaches have been investi-
gated in [2], [13], and [14] to address the problem of secure
data access and cost effective key management in distributed
environments. Among the cryptographic RBAC schemes in
the literature, role-based encryption (RBE) schemes [6], [8]
have achieved many superior characteristics compared to other
solutions in terms of efficiency and flexibility.1

In this section, we review several concepts in RBE schemes
and briefly describe how it works to assist understanding our
proposed trust models. We first describe four types of entities
which are involved in a RBE scheme.

• SA, the system administrator of the system. It generates
the system parameters and issues all the necessary cre-
dentials. In addition, this administrator manages the role
hierarchy structure for the RBAC system.

• RM is a role manager who manages the user membership
of a role. In systems where there are a small number of
users, the SA can act as the role manager to manage
the user membership of each role to keep the systems
compact. However, in large-scale systems, it is almost

1There are also attempts of using attribute-based encryption (ABE) schemes
to enforce RBAC policies in outsourcing environment. However, those
approaches are less flexible in user management compared to RBE schemes,
such as that the revocation of a user may result in a key update of all the
other users of the same role.
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Fig. 1. RBAC Example.

impractical for a single party to manage all the users and
permissions. Therefore, having separate role managers
can make the user management tasks more flexible and
efficient.

• Users are the parties who want to access and decrypt the
stored data. Each user is required to be authenticated by
the SA and issued a credential, which is associated with
the identity of the user, upon successful authentication.

• Owners are the parties who possess data and want to store
the encrypted data in the cloud for other users to access.
Owners define role-based access policies to specify who
can access their data.

Now we use a general RBAC example to illustrate a
RBE scheme and explain how it supports the role inheritance
in decryption.

Let us first look at the RBAC example shown in Fig. 1.
Four roles are created in a hierarchical structure. The role R2
inherits from R3 and R4, and R1 inherits from R2. Assume
that all the required algorithms in the RBE scheme have been
executed properly to setup the system parameters. We first look
at the case where an owner wants to encrypt a message M to
the role R3. The inputs of the RBE encryption are the system
public keys pk and the role public parameters pubR3

of R3,
and the output of the algorithm is the ciphertext tuple C .

Assume that the role R1 has a set of user members
{U1, U2, U3}, and the user U1 wants to access the message M .
Since R1 inherits from R2, and hence inherits from R3,
the user U1 is allowed by the policy to access M . Then
U1 can execute RBE decryption algorithm to recover the
message M , and the inputs of the algorithm are pk, the role
public parameters pubR1

, the user decryption key dkU1 and
the ciphertext C . The algorithm outputs the message M if the
decryption key dkU1 that U1 holds is valid.

Note that users of any role in the set of R3’s ancestor
role, {R1, R2, R3}, can decrypt M , and the users do not
need to know the role to which the message was encrypted.
Only the role public parameters of the role to which they
belong are required in the decryption. From the above briefly
described example, we can see how a RBE scheme supports
role inheritance in the data decryption.

As mentioned above, security of a RBAC system using a
cryptographic approach such as a RBE scheme to protect data
privacy is under the assumption that all the entities behave in

a trusted manner so they do not breach the RBAC policies,
which is not always true in real world systems. For example,
in a cloud storage system that uses RBAC to control the access
to the data, an authorised user of the system may leak data
to unauthorised users; or an authorised user may be excluded
by a malicious administrator of the system from accessing the
permissions of the role that have been legitimately assigned to
the user. Such issues relate to aspects of trust in these systems.

III. TRUST ISSUES IN USING CRYPTOGRAPHIC

RBAC SCHEMES IN SECURE CLOUD STORAGE

By using cryptographic RBAC schemes in cloud storage
systems, a data owner can encrypt the data to a role, and
only the users who have been granted the membership to the
role or the ancestor role of that role can decrypt the data.
In this paper, we assume that the data owners and users reside
outside this role system infrastructure (where the roles are
being administered). Hence the issues to consider are how
the data owners can decide whether or not to trust the role
managers in the system and how the role managers can decide
whether and how much to trust the users in the system. Owners
consider the trust of role managers in order to ensure that
their data is secure after being assigned to the roles, and role
managers consider the trust of users so that users with negative
behaviours are excluded from the roles, which in turn makes
owners trust these roles. In this section, we discuss the trust
issues that need to be considered by the data owners and role
managers of a cryptographic RBAC system.

A. Data Owners’ Trust in Role Managers

In a cloud storage system, owners are the parties who want
to share the data. When they encrypt their data to the roles
(in an RBAC system), they need to determine the trustworthi-
ness of the role managers to reduce the risks of unauthorised
parties accessing their data. For instance, a data owner may
choose not to encrypt the data to a specific role if the role
manager is found to have “bad” behaviour histories. Let us
now consider some of the key requirements that the owner
must consider in determining whether a role manager should
be trusted or not. From the owner’s perspective, a trusted role
manager should meet the following requirements.
• Requirement 1 (The Role Manager Should Grant Member-

ship to Users Who Are Qualified for That Role): When a
data owner encrypts her or his data to a role, the intention of
the owner is to allow the data to be decrypted by the users
who are qualified to be in that role. Therefore, the qualified
users should have the access to the data. The violation of
this requirement is detected by checking whether or not
the qualified users can decrypt the data. Not granting the
membership to a qualified user is therefore considered as a
bad behaviour of a role.

• Requirement 2 (The Role Manager Should Not Grant Mem-
bership to Users Who Are Not Qualified to That Role):
Another requirement expected by a data owner is to prevent
unqualified users from accessing the permissions to decrypt
the data stored in the cloud. A trusted role manager should
only grant membership to a user when the qualifications of
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the user are verified. Granting membership to an unqualified
user is therefore considered as a bad behaviour.

• Requirement 3 (The Qualified Users in a Role Should
Not Leak the Data to Unqualified Users): Even if a role
manager grants membership only to the qualified users,
it is possible that a qualified user may leak the data
to unqualified users. For example, consider the situation
whereby a user, who is allowed to access the private
information that an owner has stored in the cloud, leaks it to
another user to whom the owner does not want to reveal the
information. The violation of this requirement is detected
if it is found that an unqualified user has knowledge of
the data. It may or may not be possible to discover this
situation. In general, we assume that it is not possible to
track down the user who leaks the data; this implies that
all the users in that role will need to be under suspicion
when such a data leak is detected.
In a hierarchical RBAC system, a role can inherit permis-
sions from other roles. The users of a role have access to
the data encrypted to any of its descendant roles. When
a leakage is detected in the data encrypted to one of
the descendant roles of a role, the users of this role are
also under suspicion as they have the potential ability
to cause the leakage. Therefore, when an owner wants
to determine the trustworthiness of a role manager, the
behaviour histories of role managers of descendant roles
of this role need to be taken into account in the evaluation,
as the users in this role could be the cause of the leakage
of its descendant roles’ data which are not reflected in the
behaviour history of the role manager of this role.

• Requirement 4 (The Role Managers of Ancestor Roles of
the Role Under Consideration Should Be Trusted): Since
a role’s permissions are inherited by all its ancestor roles,
when an owner encrypts data to a role, all its ancestor roles
also have access to the data. So the data owners need to
consider the trustworthiness of not only the role to which
they want to encrypt the data, but also of all the ancestor
roles of this role, as encrypting data to this role is equivalent
to encrypting data to any of the ancestor roles of this role.

B. Role Managers’ Trust in Data Users

Since roles have the role managers to manage their user
memberships, it is role managers’ responsibility to build up
their own reputation. Therefore it is important for each role
manager to be able to evaluate the trustworthiness of users.
Role managers can exclude malicious users from the roles; so
these users would not affect the trustworthiness of the roles.
The ability to evaluate the trust of users is also useful when a
user wants to join the role. The role manager can determine the
trustworthiness of the new user and decide whether or not to
grant the membership to that user. The proper management
of users can result in a good behaviour history for a role
manager, which in turn affects the owners’ decisions on the
role manager. From the role managers’ perspective, a trusted
user should meet the following requirements.

• Requirement 1 (The User Should Not Be Involved in the
Event of Leaking Resources of the Role): When a leak

of data is detected, we assume that the role manager can
track which users have accessed the data but the role
manager does not know who leaked the data. Here we
say that a user is involved in leaking data if the data
was found to be leaked, and this user has accessed the
data before the leaking is detected. A user who has been
involved in the leaking event m times will be considered
less trusted than the user who has been involved in the
leaking n times if m > n.

• Requirement 2 (The User Should Be Considered as
Trusted by Role Managers of Any Role of Which the User
Is or Was a Member): A user may belong to different
roles in a RBAC system. Therefore, the role managers
of some other roles to which the user belongs may also
hold trust opinions on the user. A trusted user is supposed
to act consistently in different roles. Though a user may
behave well in one role, she or he will still be considered
untrusted if she or he has bad behaviours in the other
roles. The trust opinions of the role managers of other
roles on a user can support the evaluation of the user’s
trustworthiness. A role manager who does not have any
trust records in regards to a user (e.g. when a new user
requests to join the role) will still be able to determine
the trust of the user.

IV. OWNER-ROLE RBAC TRUST MODEL

In this section, we consider the owner trust models for
RBAC systems. We define three entities in our models, namely
Owner, User and Role. Owner is the entity who owns the data
and stores it in an encrypted form in the cloud, and User is the
entity who wishes to access the data from the cloud. Role is
the entity that associates users with the access to owners’ data,
and each role manages the user membership of itself. When
we refer to Role in such a context we imply role managers.
Then we present an example to illustrate how the behaviour
histories of roles in the RBAC system affect the trust of a
particular role that a user wants to interact with.

A. Trust Model

Now we give the formal definition of the Owner-Role RBAC
Trust Model.

Definition 1 (Interaction): From an owner’s perspective, an
interaction is a transaction whereby an owner encrypts data to
a role, and the role gives the access to the data to qualified
users.

A successful interaction is an interaction where only
qualified users in the role to which data is encrypted or
users in the ancestor roles of the role have accessed the
data. An unsuccessful interaction is an interaction where an
unqualified user has accessed the data. We define two types
of unsuccessful interactions.

User Management Failure: User management failure is an
unsuccessful interaction caused by a role who did not
manage the user membership properly; that is, the role
did not grant the membership to users even when the
users have qualified for the role, or the role manager has
granted the membership to unqualified users.
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User Behaviour Failure: User behaviour failure is an unsuc-
cessful interaction where the data is leaked to unqualified
users. When an owner detects that its data has been
accessed by unqualified users, the owner may or may not
know which qualified user(s) has leaked the data. Here
we define User Behaviour Failure as such an unsuccessful
interaction where the owner does not know which user
has leaked the data. If the owner knows who has leaked
the data, we consider this unsuccessful interaction as User
Management Failure.

Definition 2 (Trust Vector): We define a trust vector to
represent the behaviour history of a role as

v = (r, sM , sB)

In this trust vector, r is the value related to successful interac-
tions, sM is the value related to the User Management Failure
of the role, and sB is the value related to User Behaviour
Failure.

By using the function E in Equation 1, we define the trust
function T (v) that represents the trust value derived from the
trust vector v as

T (v) = E(r, sM + sB)

In order to assist owners to collect feedbacks from other
owners, we assume that there exists a central repository in the
system to collect the ratings on all the interactions between
owners and roles. The feedbacks are available to the owners.

Definition 3 (Interaction History): We define the interaction
history derived from these ratings of a role R as

HistO(R) = {H R
1 , H R

2 , · · · , H R
n }

Each entry H R
i in HistO(R) is defined as a pair of

parameters H R
i = 〈I Di , vi,R 〉, where vi,R = (r, sM , sB) is

a trust vector that represents the trust record of interactions
that the owner I Di has had with the role R. r is the number
of I Di ’s positive feedbacks on the interactions with R, sM is
the number of negative feedbacks on the interactions with R
due to the User Management Failure, and sB is the number
of negative feedbacks due to the User Behaviour Failure.

Assume that an owner I Di has assigned a resource
to the role R. The central repository will increase r in
vi,R = (r, sM , sB) by 1. However, if the owner later reports
a leak of this resource, the central repository will decrease r
by 1 first. Then depending on the failure type, the central
repository will increase sM by 1 if the owner knows who has
leaked the resource, or increase sB by 1 if the owner does not
know.

In section III-A, we have discussed the trust requirements
that an owner should consider when deciding whether or not to
trust a role. From that discussion, we see that the factors which
can affect the owners’ decision come from the interaction
history of the role with whom owners have interacted as well
as its ancestor roles and descendant roles. When an owner
evaluates the trust of a role R, the owner needs to consider
the following different trust classes.

Individual Trust: Individual trust is a belief that is derived
directly from the interaction history of the role R.

When computing the trust of the role R, an owner obtains
the interaction history HistO(R) of the role R from the central
repository. Assume wo is the weight that the owner I Dk

assigns to the feedbacks from other owners. The individual
trust value of the role R is computed as

TO(R)D = T (vD
k,R), vD

k,R = vk,R + wo

∑n

i=1,i �=k
vi,R

The trust vector vD
k,R in this equation is a combination of

all the trust vectors in HistO(R) with regard to the role R
considering the weighting for the ones from other owners.

The weight wo used in calculating the trust is a positive
number indicating the importance of other owners’ interaction
history in the trust evaluation. Depending on the design of the
system, the weight can be chosen from the range [0, 1] where
the number 1 means that the trust records from all the owners
will be considered as the same important and the number 0
means that other owners’ feedback will not be considered in
evaluating the trust of a role. Although it is possible to choose
a weight wo > 1, it makes little sense to an owner that others’
opinions are more important than that of herself or himself.

Inheritance Trust: Inheritance trust is a belief that is derived
from the interaction history of other roles that have inheritance
relationships with the role.

First we consider the inheritance trust where only the
interaction history of the descendant roles is included. When
an owner detects a User Behaviour Failure with a descendant
role Rd of a role R, the feedback that the owner provided
should not only be applied to that descendant role Rd , but
should also affect the trust of R (as users belonging to the
role R also have the access to owner’s data assigned to Rd

and hence are under suspicion of causing an unsuccessful
interaction). Therefore, while evaluating the trust of R, the
interaction history from all its descendant roles including Rd

needs to be considered.
Assume a role R has m immediate descendant

roles {R1, · · · , Rm}, and we define a weight vector
wRi = (wR

Ri
, 0, wR

Ri
) is the system specified weight

between R and Ri . We define the second element of wRi as
zero because the User Management Failure is not considered
in inheritance trust. We denote the number of users that have
been included in the role Ri as nRi , and the total number
of users that have been included in the role Ri and all its
ancestor roles as NRi . Here we assume that the probability
that each user violates the trust requirement is the same. The
inheritance trust value derived from the descendant roles is
computed as

TO(R)I = T (v I
k,R),

v I
k,R = nR

∑m

i=1
[(v

D
k,Ri

NRi

+ v I
k,Ri

nRi

),wRi ]

where [v,w] := vT w is the usual dot product on Z
3
q .

The weight wRi in computing the Inheritance Trust is
a positive number indicating the importance of trust values
inherited from other roles. In most cases, the system may
use the same weight for all the inheritance relationships.
If a system wishes to consider the inheritance relationships
of some roles more important than those of other roles,
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Fig. 2. Hierarchical RBAC Example I.

our trust model can support that by allowing the system to
specify different weight for individual inheritance. Similarly
to the weight used in the Individual Trust, a system can
choose the weight wR

Ri
∈ [0, 1]. Choosing the weight 1

means that all the trust values derived from role inheri-
tance will have the same importance. Choosing the weight 0
means that the inheritance will not be considered in the trust
evaluation.

Combination Trust: To combine these two types of trusts
together, we define a combination trust function for a role R
as TO(R). Assume that w ∈ [0, 1] is the weight of the
inheritance trust. The trust is first computed as follows:

TO(R)C = (1 − w) · TO(R)D + w · TO(R)I

In this equation, the smaller the weight w is, the less important
the inheritance trust is considered. If a system does not want
to consider the inheritance trust, the weight w will be chosen
as 0.

Consider the scenario where the combination trust of a role
is higher than the trust value of one of its ancestor roles.
Then the owners will trust this role at the same level as its
ancestor role which has a lower trust value, as the users of
its ancestor role have the same level of access as the users
in this role. So the combination trust of the role will be the
minimum value of the trust of this role and the trust of all its
ancestor roles. Assume the role R has m immediate ancestor
roles {R1, · · · , Rm}. Then the combination trust is amended
to be the following:

TO(R) = min(TO(R)C , TO(R1), · · · , TO(Rm))

B. Example

In this section, we look at a few examples of trust evalu-
ation based on feedback from different sources. From these
examples, we discuss how the trust value of a particular role
is affected by different components in the system.

1) Feedback of Different Roles: First we use an example
to show how the owners’ trust in a role is affected by the
feedbacks for different roles in a RBAC system. In this
example, we consider all the bad feedbacks as User Behaviour
Failure, as our intention is to show how the role hierarchy
affects the trust value of roles. Consider the role hierarchy
example shown in Fig. 2.

Fig. 3. Trust Values with Feedback on Different Roles.

In Fig. 2, the role R1 inherits from role R2 and role R3,
and the role R2 inherits from R4 and R5. For simplicity, let
us assume that the number of users in all these roles are the
same. We set the weight between every two roles and the
weight of other owners’ feedbacks to 1; that is, the weight
vector for each role is defined as w

Ri
Ri+1

= (1, 0, 1), i ∈ [1, 5),
and wo = (1, 1, 1). When an owner wants to encrypt data to
the role R2, she or he will need to evaluate the trust value
of R2 to decide whether it is safe to give access to the data
to R2. In Fig. 3, we show the trust values of R2 when only
different individual roles in the RBAC system have feedbacks.
For example, the curve for R1, G F P = 75% shows the trust
values of R2 when only R1 in the RBAC system has feedbacks,
and 75% of these feedbacks are positive.

When the good feedbacks percentage is 75%, the trust value
for R2 goes up with increasing number of feedbacks. When
the feedbacks are only given for R1, the increase in the trust
value is the fastest. This is because all the feedbacks are
used in the calculation of the individual trust of R1, and the
combination trust of R1 is not affected by other roles as there
is no feedback for others. Since R2 has neither individual
trust nor inheritance trust, its combination trust is the minimal
value among the set which contains the trust value of R1
only. Therefore, it has the highest value as it is calculated
based on all the feedbacks in which the positive ones are
in the majority. When the feedbacks are only provided for R4,
the increase in the trust value is the slowest. This is because
the feedbacks used in the calculation of the inheritance trust
of R2 has been averaged over three roles, R1, R2, and R4,
and only 1/3 of the feedbacks are considered in calculating the
trust value of R2. We see that the trust value of R2 increases
slightly faster when the feedbacks are only provided for R3.
This is because the population in two roles is less than that
in three roles, and 1/2 of the feedbacks are considered in
the calculation of R2’s trust value. This is analogous to the
case where R2 has more feedbacks where the positive ones
are in the majority. When the feedbacks are only provided
for R2, we see that the curve overlaps with the trust value
where the feedbacks are only for R3. Since R2 and R3 have
the same population in this example, the feedbacks for R2
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Fig. 4. Trust Values for R2 with Role Inheritance. (a) Feedback on R1. (b) Feedback on R5.

and those for R3 have the same impact on the trust value
of R1. When not considering R1, R2 has a higher trust value
as the value is based on all the feedbacks. However, taking the
lowest trust value among R2 and all its ancestor roles makes
R2’s trust value the same as the one when feedbacks are only
for R3.

2) Role Inheritance: When the good feedbacks percentage
is 25%, the trust value for R2 goes down with the increasing
number of feedbacks. When the feedbacks were only provided
for R1, the decrease in the trust value is the fastest. Similar
to the above, this is because all the feedbacks have been used
in the calculation of R1’s trust value which in turn becomes
the trust value of R2, and the majority of these feedbacks are
negative. When the feedbacks are only provided for R4, the
decrease in the trust value is the slowest. This is because the
feedbacks used in the calculation of the inheritance trust has
been averaged by three roles, R1, R2, and R4. We also see that
the trust value decreases slightly faster when the feedbacks
are only for R3 because more feedbacks whose majority are
negative are used in calculating R2’s trust value. When the
feedbacks are only provided for R2, we see that the curve
overlaps with the trust value when feedbacks are only for R1
instead of R3. Since the feedbacks for R2 and those for R3
have the same impact on the trust value of R1, the trust value of
R1 is the same as when the feedbacks are for R3. However, the
unamended combination value of R2 is the same as R1’s trust
value (the same as the trust value of R2) when the feedbacks
are only for R1 as they both are calculated based on the same
amount of feedbacks. This trust value is lower than that of the
role R1, and is used as the amended trust value of R2.

From Fig. 3, we see that the feedbacks for different roles
in the system have different impact on the trust value of R2.
Firstly, the feedbacks on ancestor roles have the most signifi-
cant impacts on the trust of a role. Secondly, the more users
have access to a role’s data, the less impact the feedbacks for
the role will have on each role that the users belong to.

Next we use an example to illustrate how the owners’
trust in a role is affected by the inheritance relationship in
a RBAC system. In this example, we use the same role

hierarchy example shown in Fig. 2. We assume that each role
has the same amount of User Behaviour Failure as the User
Management Failure and each of R1, R2, R5 has 100 users.
We set the G F P of R2 to 60%.

In Fig. 4a we show the trust value for R2 when R1
has different feedback from owners. For example, the curve
for R1, G F P = 80% shows the trust values of R2 when R1
has 80% positive feedback, while R2 having 60% positive
feedback. The curve for Direct T rust shows the trust values
for R2 when the trust records of R1 is not considered when
evaluating the trust of R2.

When the good feedback percentage of R1 is 80%, the trust
values for R2 remain the same, whether the feedback of R1
is considered or not. The result shows that the feedback of
ancestor roles will not have impact on the trust of the role if
the ancestor roles are considered more trusted. However, when
the good feedback percentage of R1 is 20%, the trust values
of R2 drop rapidly less than that for Direct Trust . This is
because the users of R1 have the same level of access to the
data assigned to R2 as the users in R2, and a malicious user
in R1 can leak the data assigned to R2. Therefore the owners
will trust R2 at the same level as R1 if R1 is less trusted
than R2. This would not be captured if the role inheritance is
not considered.

Then we look at the impact of R5’s feedback on the trust
of R2. In Fig. 4b we show the trust value for R2 when R5
has different feedback from owners. For example, the curve
for R5, G F P = 80% shows the trust values of R2 when R5
has 80% positive feedback, while R2 having 60% positive
feedback. The curve for Direct Trust still shows the trust
values for R2 when the trust records of R5 is not considered
when evaluating the trust of R2.

When the good feedback percentage of R5 is 80%, the trust
values for R2 are slightly more than that of Direct Trust .
This is because the User Behaviour Failure of R5 is related
to R2; the more trusted R2 is, the less User Behaviour Failure
R4 and R5 will have. So higher G F P of R5, that is less User
Behaviour Failure, implicitly indicates that R2 is more trusted.
Therefore the trust values for R2 increase slightly when the
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Fig. 5. Trust Values for Different Number of Users.

feedback of R5 is taken into account when evaluating the trust
of R2. When the good feedback percentage of R5 is 20%,
the trust values for R2 decrease gradually as the number of
feedback increases. The result shows that the User Behaviour
Failure of R5 results in suspicion of data leakage on users in
R2, and hence cause low trust values of R2. But the inheritance
trust has limited impact on the trust of R2 as that is only
a portion of the trust evaluation which is controlled by the
weight w. In this example, the weight w is set to 0.45. This
is different from the example with feedback on R1 where the
trust value for R2 is dominated by the trust records of R1
when G F P of R1 is lower than that of R2.

In the examples of role inheritance, we see the importance of
using the trust model that considering the role inheritance rela-
tionship when evaluating the trust. Suppose the trust threshold
of the system is set to 0.5, without considering the trust records
of other roles, the role R2 would be evaluated as trusted as
its Direct Trust is always above the threshold. However,
when R1 or R5 are untrusted as shown in the examples, still
evaluating R2 as trusted will put owners in risk when they want
to assigned data to the role R2. The result of the examples
shows that this problem can be addressed by rectifying the
trust values for R2 using our trust model.

3) Number of Users: Last we use an example to show how
the owners’ trust in a role is affected by the number of users
of the role. We use the same role hierarchy example shown
in Fig. 2. We assume that R1 does not have any feedback
and R2, R5 has the same amount of User Behaviour Failure as
the User Management Failure. We set the G F P of R2 to 60%
and each of R1, R5 has 100 users.

In Fig. 5 we show the trust value for R2 when the number
of users in R2 changes. The curve for Combination Trust
shows the trust values of R2 when inheritance trust is taken
into account. The curve for Direct T rust shows the trust
values for R2 when only the trust records of R2 is used
in evaluating the trust of R2, and it is used for comparison
purpose in this example.

The result shows that the more users that R2 has, the more
impact it will have from the inheritance trust. This is because
the trust model assumes that all the users will have equal
suspicion when the system could not track the user who has

caused the leak of data. Then the suspicion of each user will
be aggregated for each role to reflect the trustworthiness of
the role as a whole. Therefore, the more users in R2 implies
the more suspicion that R2 has when there are User Behaviour
Failure in its descendant roles.

For all the above examples, the results show that our
owners’ trust model is useful in assisting owners to determine
properly the trust of roles in RBAC systems.

V. ROLE-USER RBAC TRUST MODEL

Since the trustworthiness of a role is primarily determined
by the behaviour of users of the role, it is important for the
role to ensure that only users with good behaviour are granted
membership. If roles do not have a way to evaluate the trust
of their users, it would be difficult for them to distinguish
the malicious users from those with good behaviours. In this
section, we present a trust model for roles’ trust in users as
an extension of the owners’ trust model on roles. This trust
model aims to assist a role to determine the trust of users who
belong to the role or want to join the role.

Roles can use this model to periodically check and revoke
the memberships from users whose trust values are below the
preset threshold. This trust model can also be used by roles
to determine the trust value of a new user requesting to join;
the request from the users whose trust values are below the
threshold will be rejected.

A. Trust Model

In this subsection, we give the formal definition of the roles’
trust in users.

Definition 4 (Trust Vector): Since there is no interaction
between the roles and users, we define a trust vector to
represent directly the behaviour history of a user as follows:

v = (h, s)

In the trust vector, h is the total number of resources that
have been assigned to the role, and s is the value related to
the leaking events that the user was involved in. Recall that
we say that a user is involved in a leaking event of a resource
if the resource has been found to be leaked, and this user has
accessed the resource before the leaking was detected.

Using the function E in Equation 1, we define the trust
function T (v) that represents the trust value derived from the
trust vector v as

T (v) = E(h − s, s)

Definition 5 (Trust Records): We assume that there exists
a central repository in the system that collects and stores the
behaviour histories of users provided by roles of which the
user was a member. We define the trust record provided by a
set R of n roles as

HistR(U) = {H U
1 , H U

2 , · · · , H U
n }

Each entry H U
i in Hist (U) is defined as a pair of parame-

ters, H U
i = 〈Ri , vi,U 〉 where vi,U = (h, s) is a trust vector

that represents the trust record of the user U when she or he
is the member of the role Ri . h is the number of resources
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that have been assigned to Ri when U is the member of the
role Ri , and s is the number of leaks related to Ri that U was
involved in when U is the member of Ri .

We assume that a role Rk currently has a set U of n users.
When a new user joins, Rk will create a trust vector for the
user in the central repository. The vector is initialised as (h, 0)
where h is the current number of resources that have been
assigned to the role.

When a new resource is assigned to Rk , Rk will update the
trust records (H U1

k , H U2
k , · · · , H Un

k ) in the central repository
by increasing h in each vector by 1. When a leak is detected
by or reported to the role Rk , Rk tracks the set of users who
have accessed the leaked resource, and increases the value s
in trust vectors of this set of users by 1.

Since a role can inherit from another role in RBAC systems,
besides updating the trust records maintained by Rk , Rk will
need to notify all its ancestor roles about the leak, and all the
ancestor roles of Rk will update their trust records for their
users in the same way that Rk does.

Next we define the trust function used in the model.
Direct Trust: Direct trust of a role on a user U is the belief

that is derived directly from trust records of the user U from
the role itself.

When a role Rk wishes to evaluate the trust value of a
user U , it first obtains the trust record HistR(U) of the user
from the central repository. Taking as input the trust record
H U

k maintained by Rk itself, the direct trust value can be
computed as follows:

TR(U)D = T (vk,U )

Recommended Trust: Recommended trust is the belief that
is derived from the trust records of the user from other roles
in the system.

Assume there are n roles {R1, · · · , Rn} who have provided
the trust records for the user. The recommended trust value of
the user from the perspective of the role Rk is computed as

TR(U)R = T (vR
k,U ), vR

k,U =
∑n

i=1,i �=k
vi,U

Combination Trust: To combine these two types of trust
together, we define a combination trust function for a user
U as TR(U). Assume that w ∈ [0, 1] is the weight of the
recommended trust. The trust value is computed as

TR(U) = (1 − w) · TR(U)D + w · TR(U)R

In this equation, the smaller the weight w is, the less important
the recommended trust is considered. If a system does not
want to consider the recommended trust, the weight w will be
chosen as 0.

This trust value is evaluated based on all the trust records
in HistR(U) considering the weighting for the trust records
from other roles.

B. Example

In this section, we look at a few examples of trust evalu-
ation based on feedback from different sources. From these
examples, we discuss how the trust value of a particular role
is affected by different components in the system.

Fig. 6. Hierarchical RBAC Example II.

Fig. 7. Trust Values for Users Evaluated by R2.

1) Trust in Different Users: First let us consider an example
to illustrate how a role’s trust in users is related to role(s) that
users belong to in a RBAC system. In this example, we assume
that we do not know whether these users are the causes of the
bad feedbacks. Consider the role hierarchy example shown
in Fig. 6.

In Fig. 6, the role R1 inherits from role R2 and role R3,
the users U1 and U2 are the members of the role R2 and R3
respectively, and the user U3 is the member of both the role
R2 and R3. For simplicity, let us assume that the number of
resources assigned to all the roles are the same, and users’
feedbacks are from the role(s) to which they belong. For
example, U2’s feedback is provided only by R3 while U3 is
getting feedbacks from both R2 and R3. In Fig. 7, we show
the trust values for these users U1, U2, and U3 evaluated from
the role R2’s perspective.

When the users’ good feedbacks percentage is 75%, the
trust values for the users are increasing. The increase in the
trust value for U2 is slowest because the weight of feedbacks
from other roles is low where w = 0.25. The trust value
for U1 increases faster as the weight for the direct trust in
this example is more than that of the recommended trust. The
trust value for U3 increases the fastest as this user receives
good feedbacks from both roles R2 and R3 and the combined
value is higher than any one of them. When the users’ good
feedbacks percentage is 25%, the trust values for the users are
decreasing. The decrease in the trust value for U2 is slowest
because the weight for feedbacks from other roles is low. The
trust value for U1 decreases faster as the weight for the direct
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Fig. 8. Trust Values for U3 Evaluated by R2.

trust is more than that for the recommended trust. The trust
value for U3 decreases the fastest as this user receives bad
feedbacks from both roles R2 and R3.

From Fig. 7, we see that the feedbacks for users in different
roles result in a different trust value when R2 evaluates the
trust of these users. When a user has good trust records in
other roles only, the role will trust the user less than another
user who has the same trust record in the role itself. A user
who has good trust records in both this role and other roles
will be trusted the most among the three users.

2) Combination Trust: Then we use an example to show
how the roles’ trust in a user is affected by the feedback from
other roles in the system. We use the same role hierarchy
example shown in Fig. 6. We set the G F P of R2 to 60%.

In Fig. 8 we show the trust value for U3 evaluated by R2
when the G F P from R3 on U3 changes. For example, the
curve for R3, G F P = 70% shows the trust values of U3 when
the G F P from R3 is 70% and the G F P from R2 is 60%.
The curve for Direct Trust shows the trust values for U3
when only the trust records from R2 is used in evaluating
the trust of U3, and it is used for comparison purpose in this
example.

As shown in Fig. 8, when the G F P for the feedback from
R3 is higher than that from R2, that is R3 has more positive
feedback on U3 than R2 has, the trust values for U3 are higher
than that evaluated using the feedback from R2 alone. When
the G F P from R3 is 10%, the trust values for U3 are less
than that for Direct T rust . Assume that the system has set
the threshold to 0.5, without taking into account the feedback
from R3, R2 would consider U3 as trusted. However, by using
feedback from both R2 and R3 in evaluating the trust of U3,
U3 will be rated as untrusted.

These results show that our roles’ trust model is intuitive.
Hence it is useful in assisting roles to determine properly the
trust of users in RBAC systems.

VI. ARCHITECTURE

In this section, we present the design of a secure cloud
storage system combining the trust models for RBAC proposed
in section IV and V with a cryptographic RBAC system.
This architecture provides a practical solution in building a

Fig. 9. Architecture for Using Owners’ Trust Models in a Cryptographic
RBAC System.

reliable and trusted RBAC system while retaining the use
of cryptographic techniques. We have developed a prototype
implementation of this architecture and used it in carrying out
our experimental analysis.

A. System Overview

Consider the system architecture shown in Fig. 9. Since
our trust models are based on cryptographic RBAC schemes,
our system contains all the entities that a cryptographic
RBAC scheme has, which include an administrator, roles,
users, and owners. The administrator is the certificate authority
of the RBAC system. The administrator generates the system
parameters and issues all the necessary credentials. In addition,
the administrator manages the role hierarchical structure of the
system. To put a role into the role hierarchical structure, the
administrator needs to compute the parameters for the role.
These parameters represent the position of the role in the
role hierarchy. They are stored in the cloud, and are available
publicly. Roles are the entities that associate users and owners
together. Each role has its own role parameters which defines
the user membership. These role parameters are stored in the
cloud, and a role needs to update them in the cloud when
updating the user membership of the role. Owners are the
parties who possess the data and want to store the encrypted
data in the cloud for other users to access. Owners specify
who can access the data in terms of role-based policies. In the
RBAC model, they are the parties who manage the relationship
between permissions and roles. An owner can be a user within
the organisation or an external party who wants to send data
to users in the organisation. In this architecture, we consider
an owner to be a logically separate component even though
a user can be an owner and vice versa. Users are the parties
who wish to acquire certain data from the cloud. When a user
wishes to access stored data in the cloud, she or he first sends
the request to the cloud, and decrypts the data upon receiving
the response from the cloud.

In addition to these four entities in a basic crypto-
graphic RBAC scheme, our trust-enhanced cryptographic
RBAC system integrates an extra trust management system,
which consists of five components. Next, we describe the
details of these components.



2392 IEEE TRANSACTIONS ON INFORMATION FORENSICS AND SECURITY, VOL. 10, NO. 11, NOVEMBER 2015

1) Central Repository: In our trust models, all the
interaction histories and trust records related to roles and users
are stored in a central repository. The central repository is
used to keep records of all these interaction histories and
trust records which are used by the Trust Decision Engine
(described as below) in evaluating the trust value of roles and
users. Any entity that is residing outside the trust management
system is not able to access the central repository.

2) Role Behaviour Auditor: In order to protect the integrity
of the feedbacks on roles, a role behaviour auditor collects the
feedbacks for roles from owners. The role behaviour auditor
needs to ensure that an owner who uploads feedback is autho-
rised. All the valid feedbacks will be forwarded to the central
repository, and invalid feedbacks will be discarded. Besides
the feedbacks from owners, the role behaviour auditor also
collects information about data assignment to roles. Owners
need to inform the role behaviour auditor when they encrypt
data to roles. The auditor will update the central repository
with the number of resources that have been assigned to the
roles.

3) User Behaviour Auditor: A user behaviour auditor is an
entity to collect the feedbacks on users’ behaviour. However,
unlike the role behaviour auditor, the user behaviour auditor
listens on two channels for feedbacks. One is from the roles
who may report the leakage of data, and another is from
the user behaviour monitor which reports the access histories
of users to the stored data in the cloud. This auditor will
determine whether a user is involved in the leakage of data,
and update the user trust records in the central repository if
the user has accessed the leaked data.

4) User Behaviour Monitor: A user behaviour monitor acts
as a proxy server between users and the cloud. It only monitors
and forwards the users’ requests to access stored data in cloud.
When a user wants to access a resource, she or he does not
send the request to the cloud directly. Instead, the request is
sent to the user behaviour monitor, and the user behaviour
monitor will forward the request to the cloud. The monitor
will inform the user behaviour auditor the information about
which user has accessed which resources.

5) Trust Decision Engine: The trust decision engine is the
entity which evaluates the trust of roles for owners and the
trust of users for roles. The trust decision engine takes as input
the interaction histories or trust records stored in the central
repository, and outputs the trust value of a particular role or
user.

B. System Workflow

All the entities in the system are connected through different
communication channels which are labelled with numbers in
Fig. 9. We explain how the system works by describing the
information flow through these channels.

First, the administrator initialises the system and specifies
the role hierarchy of the system. The generated system para-
meters are uploaded to the cloud via channel 1. Roles grant the
membership to users, and upload role parameters to the cloud
via channel 2. Owners encrypt and upload data to the cloud
via channel 3. When a user wants to access a resource stored
in the cloud, she or he first sends the access request to the

user behaviour monitor via channel 4, and the user behaviour
monitor forwards the request to the cloud through channel 5.
The cloud then communicates with the user as in a normal
cryptographic RBAC scheme. The monitor also sends the user
behaviour auditor the information about the user identity and
the resource identity via channel 6.

When an owner wants to encrypt a resource to a role in
the RBAC system, she or he requests for the trust evaluation
on the role to the trust management system. Then the trust
value of the role will be returned to the owner through the
channel 13. If the owner believes that the role is trusted, she
or he then encrypts and uploads the resource to the cloud via
channel 3. The owner also notifies the role behaviour auditor
about the identity of the resource in the cloud and the role to
whom the resource is encrypted. The auditor then updates the
number of the resources that have been assigned to this role
in the central repository via channel 10. When an owner has
found a leak in her or his resource to unauthorised users, she
or he then provides feedback on the role to whom the resource
is encrypted to the role behaviour auditor through channel 9.
Once the role behaviour auditor verifies that the feedback is
from an authorised owner, it will forward the feedback to the
central repository.

When a negative feedback of a role has been raised by an
owner because of the leak of a resource, the role will send
the identity of the resource to the user behaviour auditor via
channel 7. The auditor then updates the trust records of users,
who have accessed this resource, in the central repository via
channel 8. The role can ask the trust management system
about the trust evaluation for a user at any time, and the trust
value will be returned by the trust decision engine through
channel 12. Upon receiving the trust values for users from the
trust decision engine, a role can update the role parameters
that represent the user membership in the cloud via channel 2
if there exist malicious users whose role memberships need to
be revoked.

VII. APPLICATION SCENARIO

Finally, we consider an application scenario based on a
digital library system to illustrate how our proposed trust
models can enhance the quality of decision making. Assume
that the digital library system uses an external cloud storage
platform to store all the resources, and publishers are allowed
to share their digital resources such as books, magazines,
and other types of publications on this platform. A party can
subscribe to the publisher for particular resources in order to
access the resources stored in the cloud, and the subscription
to a publisher needs to be authorised by the publisher. The
publisher may reject the subscription request for reasons such
as the party is not reliable in paying the subscription or the
party has the potential to leak the resources to unauthorised
parties.

Now assume that there is an organisation with several
branches in different geographical locations and each branch
consists of several departments. When employees need to
access the digital resources stored in the cloud, the relevant
department or the branch (where the employee works) can
subscribe to the publisher. Let us assume that the organisation
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Fig. 10. Digital Library System Example.

uses a RBAC system to control the access to resources, and
the role hierarchy is shown in Fig. 10.

In this example, the organisation consists of two branches
B1 and B2, and each branch has two departments M D1 and
P D1, M D2 and P D2 respectively. Assume that the head office
has two head departments M D and P D which manage the
relevant departments in both branches. Recall that a role can
inherit from other roles in the RBAC system. For example,
when P D has subscribed to a resource from a publisher, both
P D1 and P D2 will have access to the resource. Similarly, a
resource subscribed by the role O RG can be accessed by all
the roles in the system.

By using a cryptographic RBAC scheme in this system,
a publisher is able to encrypt the resource to the branch or
department (who subscribes to the resource) and store it in
the cloud so that the employees who work in the branch or
department can access it. There is an assumption that these
employees are trusted and will not redistribute resources of
the publisher to employees who are not in that branch or
department. However, it is possible that an employee leaks
the content of a resource to others. Therefore, the publishers
will need a trust system to assist them in identifying the
roles who have malicious users, and hence avoid accepting
the subscriptions from them.

Let us now consider how our trust model can be used in
this system to assist the publishers (owners). Assume that
no publisher has ever interacted with the role P D1, P D2,
and now a publisher wishes to evaluate the trust of them.
We also assume that B1, M D1 and P D1 are the same as
B2, M D2 and P D2 in terms of the number of employees and
percentage of good feedbacks for B1 is higher than that for B2.
Since the trust of the role is affected by descendant roles in
our model, the publisher will get the result where the role
P D1 is more trusted than P D2. This result aligns to the fact
that if the branch B1 is more trusted than the branch B2, then
the department P D1 of the branch B1 will also be considered
more trusted than the department P D2 of the branch B2.

Now assume that the role O RG only has good feedback;
that is, the resources the role O RG has subscribed have never
been leaked. Since the trust value of a role is taken from the
minimum value of the trust value for all its ancestor roles,
when a publisher evaluates the trust of the role O RG, its
trust value may be low if the good feedback percentage for
B2 is low. This is because employees in the role B2 inherit
permissions from the role O RG, and employees in this branch

could potentially leak the resources. Without using the trust
model, the role O RG may be considered as trusted as it has
no negative feedback. However, if the role O RG is allowed to
subscribed to a resource, the resource owner has the risk that
the users in B2 may leak the resource to unauthorised users.

Again we assume that the role M D1 has only good feed-
back; that is, the resources the role M D1 has subscribed have
never been leaked. Consider the extreme case where all the
feedback that the role B1 has is User Behaviour Failure which
means that the system could not determine who has caused the
leakage of the resources that role B1 has subscribed. Without
using the trust model, the role M D1 may be rated as trusted
as it has no negative feedback. However, because the system
does not know which user(s) leaked the resources B1 has
subscribed, it can be the user(s) in the role B1, or it can be the
user(s) in the role M D1 as all the users in M D1 have access
to the leaked resources. There is a risk if the malicious user
is in M D1, allowing M D1 to subscribe additional resources
may cause the leakage of more data.

On the other hand, when the role B2 realises that its trust
value is low, it may decide to warn or exclude potential
malicious users. Then our roles’ RBAC trust model can be
useful to assist roles in identifying the potential malicious
users. Our trust model allows the trust for employees in B2
to be evaluated based on the feedbacks from all the roles in
the organisation. That is, if an employee was working in the
branch B1 and relocated to B2 recently, the feedbacks on the
user from B1 when the user was working in B1 is also taken
into account when B2 determines the trustworthiness of the
user.

From this digital library system example, we see that our
trust model can be used in the cloud storage system using cryp-
tographic RBAC schemes where role managers themselves
have the flexibility in managing the user membership.

VIII. RELATED WORKS

There have only been some related works which
have addressed only trust on users in RBAC systems.
Chakraborty and Ray [25] proposed a trust model for RBAC
system which considers users’ trust by assigning trust levels
to users. These trust levels are based on a number of factors
such as user credentials, user behaviour history and recom-
mendations from other users. Trust levels are then mapped
to roles. In [26], a trust model for RBAC was introduced
which evaluates the trust in users based on user behaviours
and context, in a context-aware access control model. Another
trust model was discussed in [27] which also uses trust level to
determine the access privileges of users. All these trust models
only consider the trust of users in a RBAC system. None of
these works address the trust for data owners on the RBAC
system itself thereby determining the trust of the roles in the
RBAC system with which they want to interact. The trust for
data owners is critical in cloud storage systems which has been
addressed in this paper.

As an extension of the owners’ RBAC trust model, our
trust models have also addressed the roles’ trust on users.
The existing works [25], [27] control the access privileges
of a user depending on his or her trust level. The differences
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between our model and the existing ones is that our roles’
trust model works in the RBAC systems which use crypto-
graphic RBAC schemes. That is, our models take into account
cryptographic operations and the access privilege to decrypt
the data stored in the cloud, which none of the existing works
address.

IX. CONCLUSION

In this paper, we have addressed trust issues in crypto-
graphic RBAC systems for securing data storage in a cloud
environment. The paper has proposed trust models for owners
and roles in RBAC systems which are using cryptographic
RBAC schemes to secure stored data. These trust models
assist owners and roles to create flexible access policies, and
cryptographic RBAC schemes ensure that these policies are
enforced in the cloud. The trust models enable the owners
and roles to determine the trustworthiness of individual roles
and users in the RBAC system respectively. They allow the
data owners to use the trust evaluation to decide whether or
not to store their encrypted data in the cloud for a particular
role. The models also enable the role managers to use the
trust evaluation in their decision to grant the membership
to a particular user. Another significant contribution of this
paper is that the proposed trust models take into account role
inheritance and hierarchy in the evaluation of trustworthiness
of roles. As far as we are aware, this is the first time such
a trust model for role-based access control system taking
into account role inheritance has been proposed. We designed
the architecture of a trust-based cloud storage system which
has shown how the trust models can be integrated into a
system that uses cryptographic RBAC schemes. We have also
described the application of the trust models by considering a
practical scenario and illustrating how the trust evaluations can
be used to reduce the risks and enhance the quality of decision
making by data owners and role managers of the cloud storage
service.
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