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Abstract: This paper compares approaches to extracting a user’s window of interest from a geographical database representing large portions of the earth’s data. Such a database is characterized by two atypical features: its size (we assume in the range of a few hundred megabytes) and the effects of the earth’s spherical shape. In such a system, data manipulation should be viewed as two separate phases: (1) extraction of the user’s area of interest as specified by a rectangular window, and (2) further processing of the data within this window. If we wish to use one of the many popular hierarchical spatial indexing schemes, we must first convert the data from the earth’s spherical reference system to a plane. We evaluate such conversions in terms of their ability to efficiently extract the data from secondary storage, such as a hard disk or CD-ROM. The primary contribution of this paper is to present an objective means for comparison of world-scale indexing methods.

[Indizierungsmethoden für die Auswahl eines gewünschten Datenbereiches aus dem globalen GIS]
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1 Introduction

A world-scale GIS requires careful design, due to the massive amounts of data to be organized. To illustrate the potential hazards, consider that a database stored on a CD-ROM would require at least 72 minutes to extract data if its organization required that the entire disk be read, since this is the amount of time required by the read head to scan the entire disk. Fortunately, at any given instant the user will want to process only a fraction of the total database. For example, the user may wish to view data only at a particular scale, or only a subset of the feature types available. Additional complications result if we attempt to represent large portions of the earth in the database (since the earth is spherical) when most known spatial indexing schemes are inherently planar.

Manipulating an entire database of the target size is much too expensive. For example, if the user wants to compute a landuse and contour overlay for a small area of interest (AOI) within the database, the data cannot be extracted by examining the entire database for the desired AOI and then processing. Instead, the manipulation of data in world-scale GIS should be viewed as two separate phases: (1) extraction of the user’s AOI as specified by a rectangular window, and (2) further processing of the data within this window. In our example, the user would extract the contour map for an AOI, extract the landuse map for the same AOI, and perform the polygon overlay operation on the extracted portions. Optimally, an AOI will be used many times before being abandoned by the user. This is not to say that such an extraction process cannot be hidden from the user. What is important is that processing be performed only on the data within the user’s AOI. In fact, we argue that efficiency of AOI retrieval is the dominant issue in selecting a world-scale indexing method.

Given that we wish to retrieve an AOI from a large database stored on disk or CD-ROM, we must organize the data so that windows of interest are covered by as few extents as possible on the disk. This will minimize search time (particularly odious on a CD-ROM). When evaluating indexing methods for such databases, we must consider the ability of the indexing method to extract areas of interest and the effects of conversion of spherical data from the earth’s surface to the indexing method and associated effects on query windows.

2 Indexing Methods

Two distinct approaches to indexing spherical data have been suggested by the research community. The first converts from spherical to planar data by means of some projection technique. We then store the projected data using a planar indexing scheme. Note that we will have all of the problems of traditional paper map cartography in terms of distortion. Many projections will also distort the shape and size of the AOI query rectangle. Once an AOI is retrieved from secondary storage, any desired operations can be performed, including reprojection.

Another approach is to represent the earth’s surface by means of successive refinement of a regular polyhedron inscribed within the earth’s sphere, with the earth’s surface projected onto the faces of the refined polyhedron. There are only five regular polyhedra, three of which have equilateral triangles for their faces. In particular, the cube (CHAN & O’NEILL 1975) might seem like a promising approach since it appears to give “square” faces, ideal for a hierarchical indexing scheme applied to each face. However, many problems arise. Of greatest significance, the corners of each cube face meet with two other faces, with the angles at the meeting points being 120 degrees in the projection. The geometry at the corners is different than anywhere else on the cube; at all other points four square pieces meet at their corners. The corner cells of each face still have four side neighbors (two in the same face, one in each of the other faces), but have no diagonal neighbor in the direction of the neighboring faces. Because of these singularities in the geometry, the angles of the corners making up quadrants on any given face change in the projection depending on their position — from 90 degrees in the center of the cube’s faces to 120 degrees at the corners. Thus, the areas of the quadrants are different. In short, the projection of the resulting grid cells are not regular.
Each of the three regular solids constructed from triangles are composed of equilateral triangles. Equilateral triangles can be broken down to four smaller equilateral triangles by joining the midpoints of the edges to form a triangle. Hierarchical indexes based on triangles are well known. Polyhedral approaches based on octahedrons have been suggested by Dutton (1984). But all of the problems associated with the cube projection are also associated with the triangular projection.

While polyhedron-based methods certainly appear be a viable approach, our main interest in the rest of this paper is to study projection effects on area-of-interest retrieval. Some of these issues are also relevant to polyhedron-based indexing.

Many approaches have been studied for the indexing of geographic data stored in the 2D-plane. Currently, the methods considered most efficient are based on some form of tree indexing. Such methods include Morton code-based schemes, such as the linear quadtree (Gargantini 1982; Shafer et al. 1990), the grid file (Nieuwland et al. 1984), hB-trees (Loom & Salzburg 1990), and the Fieldtree (Frank & Barrera 1989).

As an example of one popular approach to spatial indexing in the plane (though certainly not the only approach), we describe Morton coding (Morton 1966). Given a 2^n x 2^n square grid, a Morton code addressing scheme can be derived by simply interleaving the bits from the binary representation of the x and y coordinates for each grid cell. Note that thinking of indexing in terms of a grid in no way limits the database to a region (raster) representation. The grid cells can be viewed either as the minimum resolution for vertices, or the grid cells can be viewed as bins for indexing data.

Given a Morton code addressing scheme, the data in each cell can then be laid out on the disk by Morton code order. This has several advantages. First, given a square window of a certain size that is aligned to the grid axes, and grid cells the same size as the window, the window can fall on four grid cells at most. If the window is not aligned to the grid axes, it can fall on at most six grid cells. If all data in a grid cell (at any resolution) is placed as a sequential block on the disk, at most four (or six) sections of the disk need be searched. Since not all data in these four (or six) grid cells fall within the window, there is a certain amount of wasted data being read. This can be reduced using various schemes to match the actual Morton code cells of various sizes to the window (A절 & Smith 1984). Furthermore, a Morton code addressing scheme can be extended to support multiple resolutions for data generalization by storing data with the internal nodes of the corresponding quadtree.

3 A Comparison of Projection Methods

Previous work has discussed projection methods for world-scale geographic databases indexed by hierarchical data structures. In particular, Mark & Lauzon (1985) suggest using the UTM coordinate system as the basis of an indexing method. However, this is not a regular decomposition of the earth's surface, resulting in a disjoint collection of hierarchies. Tobler & Chen (1986) provide a good study of many of the issues discussed in this paper; those wishing further background should consult this reference. In particular, Tobler & Chen consider several projections from the sphere onto the plane for use as the basis of a regular hierarchical decomposition. Their conclusions include the desirability for each node at a particular level of the hierarchy to represent the same surface area on the sphere. However, no compelling reasons are given for this conclusion and, in particular, their comparison criteria for various projections do not consider AOI retrieval.

Issues involved in picking a projection include the cost of the projection calculation, the distribution of the data on the plane, and the shape of the projected query window. When discussing AOI query windows, we assume that the original window is rectangular on the sphere's surface (i.e., before projection). After projection, this window may become distorted in both size and shape, with the amount of distortion dependent on the position in the projected plane. Thus, two query windows of identical size and shape on the sphere may not be the same size or shape under the projection.
The most straightforward projection is to use a rectangular grid to divide the world by longitude on the x-axis and latitude on the y-axis, as shown in Figure 1. This is known as an equirectangular projection. One advantage of the equirectangular projection is that coordinates described by longitude and latitude require no translation to calculate their projection onto the plane. This will make geographic operations more efficient, and simplify the task of writing software to convert to other projections. The earth is 360 degrees around and 180 degrees high giving an aspect ratio of 2:1, but this is easily solved by making the first level of a four-way branching hierarchy contain two empty nodes (Tobler & Chen 1986).

![Gesticule for the equirectangular projection. Shaded areas illustrate equatorial and polar query windows.](image)

The grid cells at any given level of resolution will represent different areas and shapes under the equirectangular projection, depending on the corresponding position on the sphere. In particular, grid cells near the poles represent much less spherical surface area. One result may be clustering of the data as seen on the plane, resulting in degraded performance by the indexing mechanism. In practice, this should not occur for two reasons. First, geographic data are not uniformly distributed, so further clustering due to projection is not likely to be noticeable. Second, good indexing techniques can handle clustered data without loss of performance. Of greater concern may be the effect of the projection on AOI query windows. With equirectangular projection, query windows of a particular size on the sphere will become wider towards the poles, while being more rectangular at the equator. As the window approaches the poles, it covers more and more grid cells. A window that includes the North (or South) pole covers all grid cells at the top (bottom) of the grid. That may correspond to a large number of disjoint blocks on the disk, and thus may require more search time. On the other hand, polar grid cells probably contain less data than equatorial grid cells, since these cells have a small surface area. Another problem is that the query window is no longer rectangular, as shown in Figure 1.

An equal-area projection can easily be obtained by simply modifying the equirectangular projection to use authalic coordinates, where the projected latitude is the sine of the true latitude. The effect will be to make sections at the poles correspond to shorter cells at the top and bottom of the array, as shown in Figure 2. Most important, this modification will make all query windows of a given size on the sphere have the same area (i.e., cover the same number of grid cells) under projection. However, the shape of a query window will still be distorted depending on position, as shown in Figure 2.

We can eliminate the problem of distorted query windows by using a conformal projection, such as the Azimuthal Stereographic Projection, shown in Figure 3. In this example, two projections would be used, one for the northern hemisphere, and one for the southern hemisphere. Such a projection ensures that all fixed-size rectangular query windows on the sphere will be rectangular in the plane.
Fig. 2: Griticule for the equirectangular projection using authalic coordinates for latitude. Shaded areas illustrate equatorial and polar query windows.

Fig. 3: Azimuthal stereographic projection for one hemisphere. (a) The projection is formed by passing a line from the pole, through the data point, to the plane. (b) The resulting graticule in the indexing plane. Shaded areas illustrate equatorial and polar query windows.
To test for the effects of size distortions on query windows, we conducted the following experiment. First, a large number of points (about 400,000) were randomly generated, with a uniform distribution on a spherical surface. These points were then projected onto a plane of resolution 16,384 x 16,384 cells using the equirectangular projection. The points were then stored using a hierarchical indexing method, specifically, the QUILT GIS system (Shafer et al. 1990). This system uses a linear quadtree for its index, with a B-tree to organize retrieval from disk. A series of pairs of query windows were then produced, and their time for retrieval was compared. In each case, a window centered on the equator was compared with a window centered on the north pole. The north pole window stretched (in projected space) all across the range of x-coordinates. The height of the polar query window was selected so that the number of points retrieved was as close as possible to the number of points retrieved from the equatorial query window. No shape distortions were considered (which would increase the programming complexity and possibly the time for polar queries). Naturally, the area (in projected space) of the polar query was considerably larger than that of the equatorial query. How much greater depends on the size of the windows — smaller windows have a greater proportional distortion.

Table 1 shows the results of this experiment. The experiment was run on a Macintosh II computer with A/UX (a UNIX derivative). All times are in seconds, obtained by adding «u» time and «s» time as measured by the standard UNIX timing functions. As can be seen, there was no significant difference in the time required to fetch a particular number of points, regardless of the size (and corresponding density) of the query window. In other words, the hierarchical indexing method has adequately compensated for the density of the data.

Table 1: Query times for locating points in query rectangles

<table>
<thead>
<tr>
<th>Equatorial rectangle size</th>
<th>Equator query points</th>
<th>time</th>
<th>Polar query points</th>
<th>time</th>
<th>rows</th>
<th>Size differential</th>
</tr>
</thead>
<tbody>
<tr>
<td>256 x 256</td>
<td>669</td>
<td>1.0</td>
<td>671</td>
<td>1.3</td>
<td>45</td>
<td>11.2</td>
</tr>
<tr>
<td>1024 x 1024</td>
<td>5,661</td>
<td>7.4</td>
<td>5,666</td>
<td>7.8</td>
<td>370</td>
<td>5.8</td>
</tr>
<tr>
<td>2048 x 2048</td>
<td>18,100</td>
<td>20.9</td>
<td>18,095</td>
<td>21.5</td>
<td>1041</td>
<td>4.1</td>
</tr>
</tbody>
</table>

4 Conclusions

On the basis of the results of our experiment, we conclude that size distortions in the query window due to projection are not significant. In particular, use of an equal-area projection for making all query windows of the same size will not affect retrieval time. Shape distortions in the query window may be significant since they may result in data being read from disk that do not actually fall within the window. A more complicated range query algorithm will be required to minimize the number of such points retrieved. If all such false retrievals can be avoided, then shape distortions will not be significant for AOI retrieval. Experiments to test this hypothesis are more difficult to arrange, since they rely on the quality of the search algorithm as well as the indexing technique. Such experiments are planned for future work.

Our work provides an objective criterion for comparison of world-scale indexing methods — namely, the ability to do AOI retrieval of various sizes at arbitrary positions in the database. This is particularly helpful to implementors, since they can focus on those issues that most affect database performance.
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