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Khadijah Al Safwan

ABSTRACT

One of the main reasons why developers investigate code history is to search for the rationale
for code commits. Existing work found that developers report that rationale is one of the
most important aspects to understand code changes and that it can be quite difficult to find.
While this finding strongly points out the fact that understanding the rationale for code
commits is a serious problem for software engineers, no current research efforts have pursued
understanding in detail what specifically developers are searching for when they search for
rationale. In other words, while the rationale for code commits is informally defined as,
“Why was this code implemented this way?” this question could refer to aspects of the
code as disparate as, “Why was it necessary to implement this code?”; “Why is this the
way in which it was implemented?”; or “Why was the code implemented in that moment?”
Our goal with this study is to improve our understanding of what software developers mean
when they talk about the rationale for code commits, i.e., how they “unfold” rationale. We
additionally study which components of rationale developers find important, which ones they
normally need to find, which ones they consider specifically difficult to find, and which ones
they normally record in their own code commits. This new, detailed understanding of the
components of the rationale for code commits may serve as inspiration for novel techniques
to support developers in seeking and accurately recording rationale.
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General Audience Abstract

Modern software systems evolution is based on the contribution of a large number of de-
velopers. In version control systems, developers introduce packaged changes called code
commits for various reasons. In this process of modifying the code, the software developers
make some decisions. These decisions need to be understood by other software developers.
The question “why the code is this way?” is used by software developers to ask for the
rationale behind code changes. The question could refer to aspects of the code as disparate
as, “Why was it necessary to implement this code?”; “Why is this the way in which it was
implemented?”; or “Why was the code implemented at that moment?” Our goal with this
study is to improve our understanding of what software developers mean when they talk
about the rationale for code commits, i.e., how they “unfold” rationale. We additionally
study which components of rationale developers nd important, which ones they normally
need to nd, which ones they consider specically dicult to nd, and which ones they normally
record in their own code commits. This new, detailed understanding of the components of
the rationale for code commits will allow researchers and tools builders to understand what
the developers mean when they mention rationale. Therefore, assisting the development of
tools and techniques to support the developers when seeking and recording rationale.
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Chapter 1

Introduction

Rationale in software engineering is regarded with a great deal of importance. Software de-
velopment relies on the decision making of the stakeholders in every step of the development
process. Rationale is a resource that supports the development process [1, 2]. One funda-
mental component of software development and evolution is software changes [3]. Modern
software is modified in packaged changes called code commits in revision control systems.
Searching for the rationale for code commits is one of the developers’ main motivations for
examining code history [4], which can be quite difficult to find [5, 6].

Codoban et al. [4] found that developers often examine old code history to “recover the
rationale behind a snippet of code.” Their survey results show that around 58% of the
participants selected “Why is this ‘this way’?” as a motivation for examining old history.
Tao et al. [5] regarded the rationale for change as the most important part of change
understanding. LaToza and Myers [6] found that rationale is the most frequently reported
category of hard-to-answer questions about the code. Although these findings strongly point
out the fact that understanding the rationale for code commits is a serious problem for
software engineers, no current research efforts have pursued understanding in detail the
specific information that developers are searching for when they search for rationale.

While the rationale for code commits is informally defined as, “Why was this code imple-
mented this way?” this question could refer to aspects of the code as disparate as, “Why was
it necessary to implement this code?”; “Why is this the way in which it was implemented?”;
or “Why was the code implemented at that moment?”

We hypothesize that the rationale for code commits can be divided into components. Discov-
ering the components of the rationale for code commits is the primary goal of our study. Un-
derstanding specifically what developers mean by rationale will have many benefits. First, it
will allow researchers and practitioners to disambiguate conversations or information-seeking
processes about code-change rationale. Additionally, it will enable the development of tools
to support developers in finding, recording, and assessing code-change rationale. All these

1
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applications can potentially provide a strong improvement of development productivity be-
cause the rationale is important for developers, they search for it often, and it can be really
hard to find. In addition to identifying the components of code-change rationale, we also
investigate which components of rationale developers regard as important, which ones they
normally need to find, which ones they consider specifically difficult to find, and which ones
they normally record in their own code commits.

We used two research methods to perform our study. First, we used one-on-one interviews
to identify the components of the rationale for code commits and understand them in depth,
and then we performed a survey to validate the identified components from a larger number
of practitioners. We combined the responses of our interview and survey participants to
understand the components of the rationale for code commits, practitioners’ habits about
recording and finding the rationale for code commits, and the importance of and need for
such components.

The interview participants built the model of the rationale for code commits and identified its
components (Tables 3.1, 4.1, and 4.2). In combining the interview and survey participants’
answers, we identified the components of the rationale for code commits most important
to the developers. These components are goal, need, location, and modifications. We also
found that developers need the rationale for code commits and spend a considerable amount
of time searching for it. Finally, the interview and online survey results specified that software
developers usually only record the components of the rationale for code commits that they
consider the most important, and they rarely record the remaining ones.

Our newly discovered detailed understanding of the components of the rationale for code
commits motivates creating tools and techniques to support developers in accurately record-
ing and finding the rationale. Further research may include studies to discover developers’
strategies for recording and finding the rationale. In addition, studies to validate the fre-
quency of recording dierent components of rationale are encouraged.

Our goal with this study is to improve our understanding of what software developers mean
when they talk about the rationale for code commits, i.e., how they “unfold” rationale. This
master’s thesis examines the following thesis statement:

“The rationale for code changes can be divided into components,
each of which has different characteristics.”

The main contributions of this study are as follows:

1. Unfolding the rationale for code commits into separate components.

2. Discovering the importance of every component of the rationale for code commits.

3. Identifying the components of the rationale for code commits that developers need.
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4. Identifying the components of the rationale for code commits that are difficult to find.

5. Identifying the recorded or unrecorded components of the rationale for code commits.

The rest of this document is organized as follows. First, we present related work in Chapter
2. Chapter 3 discusses our study’s methodology. In Chapters 4 and 5, we present our study’s
results and our discussion of the results. Finally, Chapter 6 states threats to validity, Chapter
7 proposes future work based on our results, and Chapter 8 concludes this thesis.



Chapter 2

Literature Review

We group the work related to our study into three parts: empirical studies of software history,
rationale studies, and software change-understanding research.

2.1 Software History Studies

Researchers have performed several empirical studies involving software history and devel-
opers’ information needs in the last decade [4, 7, 5, 8, 6, 9, 10]. In these studies, researchers
explored the motivation for examining software history (evolved software), the methods and
strategies used in the software-history investigation, the challenges developers face when
studying evolved software, and the needs and questions developers have about software his-
tory.

Our work builds on these empirical studies, whose findings establish a strong demand for
rationale. For our goal of defining and conceptualizing the rationale for code commits, we
created an initial model of the rationale for code commits with reference to these empirical
studies, where associations were made between questions/needs and rationale/reasoning.

Tao et al. [5] highlighted the question, “What is the rationale behind this code change?”
[11] and found that rationale is the most important information need. Ko et al. [8] identified
questions developers ask when reasoning about design: “What is the purpose of this code?”;
“What is the program supposed to do?”; “Why was this code implemented this way?”; and
“What are the implications of this change?” LaToza and Myers [6] identified the hard-to-
answer rationale questions, “Why was it done this way?”; “Why wasn’t it done this other
way?”; and “Was this intentional, accidental, or a hack?” Finally, Fritz and Murphy [7]
discovered the developers’ question, “Why were [these changes] introduced?”

Other researchers studied the impact and risk of changes [12, 13, 14], which is one other need
of developers. Understanding the impact and risk of a code change is the main reasoning

4
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component of changes, which is why we included it in our model of rationale.

2.2 Rationale Studies

Dutoit et al. [1] published a book that discusses “Rationale Management (RM) in Software
Engineering.” “The aim of [the] book is to encourage software engineers to explore different
ways for RM in research and practice and help to make RM a well-recognized ingredient
for successful software engineering.” Similarly, Burge et al. ’s [2] book “Rationale-Based
Software Engineering” discusses the rationale for software development and the software
engineering lifecycle, including requirements engineering, software design, software architec-
ture, and bodies of knowledge.

These two books motivated us to study rationale at the code-commit level. Although software
history studies, as presented in Section 2.1, regarded rationale with importance, a clear
definition of software-change rationale is missing.

One recent empirical study [15] tried to capture how developers discuss rationale in Internet
Relay Chat (IRC) channels of open-source software (OSS). They identified rationale in IRC
by following an Issue-Based Information System (IBIS), analyzing rationale elements as
issues, alternatives, pro-arguments, con-arguments, and decisions.

2.3 Change-Understanding Research

Software engineering research has proposed a number of techniques and tools to facilitate
developers’ change-understanding practice. Our work complements the existing research
by empirically studying the rationale for code changes, identifying the components of the
rationale and the developers’ need for these components.

Researchers developed techniques to summarize and document code changes. Some focused
on generating natural language descriptions of code changes to replace incomplete or inac-
curate commit messages [11], clarify the rationale behind code changes [16, 17], or answer
“what” and “why” questions about code changes [18, 19, 20].

Other researchers mined software repositories to characterize commits [21, 22, 23, 24]. The
categories they used to classify commits are the same as the rationale components we found.
An example is the use of the commit goal (e.g., fix, add, test, bug, patch) to classify commits.



Chapter 3

Methodology

To establish the methodology of our study, we employ successful methods from prior research
in the field of software engineering [4, 5, 25, 26]. Our study consists of two main research
methods: interviews followed by an online survey. We first interviewed software developers
in one-to-one sessions to build the model of the rationale for code commits and identify its
components. We also asked the interview participants about their experience with recording
and finding rationale components and the importance of and need for such components.
Then, we distributed an online survey to a larger number of developers, populating the
answers and findings of the interview questions.

3.1 Research Questions

Our exploratory study of the rationale for code commits was designed to answer the following
research questions:

RQ1: What are the components of the rationale for code commits?

RQ2: How important is each rationale component to the rationale for code commits?

RQ3: What is the developers’ need for rationale and its components?

RQ4: What is the developers’ experience with finding rationale and its components?

RQ5: What are the rationale components that are recorded or unrecorded by software
developers?

6



Khadijah Al Safwan Chapter 3. Methodology 7

3.2 Interviews

Interviews are the qualitative method that we used to elicit the developers’ knowledge about
the rationale for code commits. One-to-one interviews are the first and primary method
of our study. We interviewed 20 practitioners, seeking information about the rationale for
code commits and its components. Information about the interview preparations, structure,
recruitment, and participants is presented in the following sections.

3.2.1 Preparations

We built an initial model of the rationale for code commits as preparation for the interviews.
The model was created based on the research involving software history. When reviewing
the software history studies, we recognized a lack of a consistent and clear definition of the
rationale for code commits. We searched empirical studies [8, 6, 5, 7] for associations between
questions/needs and rationale/reasoning. Such associations were created by researchers to
categorize or label the questions and needs of software developers. Table 3.1 is our initial
model of the rationale for code commits.

Table 3.1: Initial Model of the Rationale for Code Commits

Component Component Expressed as Question Example Answer
Goal What did you want to achieve? I want to modify our usage of try/catch blocks in a way that

they all account for unexpected exceptions.
Need Why did you need to achieve that? A new company directive requires that all our try/catch

block statements include the Exception case by June 1st.
Alternatives What other alternatives did you have? Spend the time to consider the best way to handle Exception

for each instance of a try/catch block.
Selected Alter-
native

Why did you make those specific changes and
not others?

A general exception message works for now. It was more
efficient to apply the same implementation to all locations.

Location What artifacts were changed? I made changes in every catch/block that I could find in the
core branch.

Modifications What specific changes were performed in the
artifacts?

I added an “Exception (e)” case to all of them and handled
it by logging a general exception message.

Validation How did those specific changes achieve the
goal?

This partially achieved our goal, because we may be able to
handle some of these exceptions in a more specific way.

Benefits What is the benefit of what you want to
achieve?

This will increase the quality of our system by now hav-
ing decided how to handle exceptions that we did not think
about before.

Costs What risks could come from these changes? Some test cases may now fail because of the new exception
messages in the logs.

We then developed our interview script by performing five pilot interviews. After each
pilot, we made changes to improve the script structure, clarity of questions, and supporting
material. The pilots helped us identify the scope of the study, define the interview structure,
phrase the interview questions, prepare clarification questions, and rehearse for the actual
sessions.
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3.2.2 Questions and Structure

The final interview questions are based on the research questions presented in Section 3.1.
The parts of the interview script and their purpose are presented below in the order we
asked them during the interview. The interview script of the interviewer and interviewee are
available in Appendix A.

In the first part of our interview script, we ask the participant for examples of investigat-
ing code commits for rationale. Providing examples helps the participants engage in the
discussion and interview. It also clarifies the scope of the study.

We asked the participants to think about rationale in a more general sense after providing
the examples. This second part of the interview captured the participants’ own conceptual
(abstract-level) definition of the rationale and its components. To avoid bias, it was im-
portant to ask for the participants’ general thoughts about rationale before introducing the
initial model of rationale.

In the third part of the interview, we presented the initial model of the rationale for code
commits to the participants. We requested that they review, understand, think about, and
ask for clarifications of the model. It was important that the participants understand the
model before asking for their modifications in the following part of the interview.

Part four of the interview is when we asked the participants for their modifications to the
model. We requested that they share their ideas about the model of the rationale for code
commits, delete components that should not be part of the rationale for code commits, and
add missing components of the rationale for code commits. The participants were allowed
to update the model to reflect their definition of the rationale for code commits.

The last part of the interview addressed the importance of and need for rationale and its
components, as well as how rationale and its components are recorded and found, based on
the participants’ experience. We asked the participants to select on a scale of four or five
Likert points the importance of rationale for work completion, rationale usual- and hard-case
search time, the components’ importance for rationale, and the rationale and the components’
frequency of recording, frequency of need, maximum frequency of need, frequency of finding,
and difficulty of finding.

3.2.3 Recruitment

The recruitment of interview participants was done in two ways. We sent out an advertise-
ment email about the study, and at the end of the study session, we asked every interview
participant for referrals to people who might participate (snowball sampling). We asked
for participants with revision control systems experience and experience investigating code
changes to understand something about them.
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All subjects who were interested in participating were asked to fill out a screening question-
naire. In the screening questionnaire, we asked demographic questions about age, gender,
software development experience (number of years and type), revision control systems expe-
rience (number of years, type, and systems used), and the frequency of investigating code
commits for rationale (own commits and other developers’ commits). We interviewed every-
one who filled out the screening questionnaire and replied to our scheduling emails.

3.2.4 Participants

We interviewed 28 developers in total. Each interview lasted between 60 and 120 minutes,
and the participants were given $20 Amazon.com gift cards at the end of the interview as
compensation for their time. Figure 3.1 shows our analysis of the participants’ demographic
information.

We analyzed the data of 20 interview sessions after excluding the five pilot interviews and
three other interview sessions. In the first one, the participant did not complete the interview.
The participant was unable to provide an example of a situation where he/she needed to
understand the rationale for code commits. In the second excluded session, the participant
voluntarily stated lack of experience and knowledge multiple times during the interview
session. The last one was excluded after we noticed that the participant had knowledge
about our initial model before the interview was performed. We excluded this person because
he/she could have been biased toward supporting our initial model.

(a) Years of Experience (b) Type of Experience

Figure 3.1: Interview Participants’ Demographics
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3.3 Survey

We used an online survey as our second method of data collection. While we used our inter-
views to understand (in depth) the components into which developers break down rationale,
we used our surveys to reach a larger number of practitioners to get more information about
those components. We collected the responses of 24 survey participants about recording and
finding rationale components, and the importance of and need for such components.

3.3.1 Preparations

We designed the online survey with 16 questions to quantify our findings from the inter-
views. All the survey questions were multiple choice. The questions were the same as the
demographic questions from the screening questionnaire (see Section 3.2.3) and the last part
of the interview (see Section 3.2.2). The exact survey questions are available in Appendix
??. We asked the survey participants about the updated model of rationale that we obtained
from the interview participants. The final model of the rationale for code commits presented
to the survey participants is shown in Table 4.1.

We ran a pilot of the survey by asking four participants with various levels of familiarity
and experience with version control systems to fill out the survey. We asked one of the pilot
participants to complete the survey carelessly and quickly while still reading the questions.
The goal was to test the minimum time needed to fill out the survey. Data from any surveys
completed in less than that amount of time was discarded in the analysis of the survey data.
The rest of the pilot participants were asked to give feedback on the timing, the clarity of
the rationale for code commits model, and the clarity of the questions.

3.3.2 Recruitment

To recruit participants for the online survey, invitations were sent through public channels.
The interview participants were sent the advertisement email to forward it to people who
might participate but not to fill it out themselves. To maximize participation, we offered a
raffle of $50 Amazon.com gift cards to survey participants.

3.3.3 Participants

We received a total of 35 complete survey responses and 55 incomplete responses. We
excluded 11 of the complete responses from our analyses. Two of the pilot surveys were
discarded, as their goal was to set a minimum bar for survey duration to accept the responses.
This minimum bar of 10 minutes was used to discard another two of the completed surveys.
An additional five of the completed surveys were excluded because the participants did not
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consent. Finally, we excluded two responses where the participants specified that they have a
greater number of years of experience in version control systems than software development.
Figure 3.2 shows the demographic information of the 24 analyzed survey participants’ data.

(a) Years of Experience (b) Type of Experience

Figure 3.2: Online Survey Participants’ Demographics



Chapter 4

Results

In this chapter, we present the results of the interviews and online survey, which answer our
research questions and address our thesis statement. We give an overview of the results,
including the final model of the components of the rationale for code commits and the char-
acteristics of these components. Afterward, we provide a detailed report on the modifications
and improvements to the initial model of the rationale for code commits, the components
of rationale developers consider important, the components they normally need to find, the
components they consider specifically difficult to find, and the components they normally
record in their own code commits.

4.1 Overview

The model of the rationale for code commits that we discovered in this study is presented
in Table 4.1. We started with the model in Table 3.1, and Table 4.2 shows the components
proposed by the interview participants. The final updated model’s components are described
by a question and an example answer to the question. The example answers are possible
answers to the expressive question of each component. All the example answers are related
to a simple hypothetical commit. The questions and answers for the components added to
the model by participants are included as provided by the participants. Most of the final
model’s components are a merge of proposed components that refer to the same matter.
Some of the updated model’s components are an abstraction of the specific cases that the
participants mentioned.

The components of the rationale for code commits can be categorized into four themes.
First, the change-objective theme includes the goal, need, and benefits components. The
second theme is change-design (pre-implementation assessment), including the constraints,
alternatives, selected alternative, and dependency components. The third is the change-
execution theme, including the committer, time, location, modifications, and explanation

12
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Table 4.1: Updated Model of the Rationale for Code Commits

Component Component Expressed as Question Example Answer
Goal What did you want to achieve? I wanted to implement functionality to sort the product list

by price.
Need Why did you need to achieve that? Our user requested to be able to sort the list of products by

price.
Benefits What is the benefit of what you want to

achieve?
The new option of sorting products by price will be useful
for many customers in addition to the one who requested it.

Constraints What were the constraints limiting your im-
plementation choice?

The sorting algorithm had to be space efficient because it
should work in embedded devices.

Alternatives What other alternatives did you have? I could have used the bucket sort algorithm, but this op-
tion was not feasible because I would not have known the
maximum price before sorting.

Selected Alter-
native

Why did you make those specific changes and
not others?

I implemented heap sort because it is space efficient and it
has a predictable speed.

Dependency What other changes does this change depend
on?

This change depends on the API that provides the product
list to be updated to use JSON format.

Committer Who changed the code? Developer X, who is responsible for the “products” page.
Time Why were the changes made at that time? This change happened before our 3.0 release to meet the

customer contract for that release.
Location What artifacts were changed? The “product” class was updated.
Modifications What specific changes were performed in the

artifacts?
I added a “sort” method in the “product” class implement-
ing heap sort and now the “listProduct” method calls “sort”
first.

Explanation of
Modifications

What are the details of the implementation?
The code sorts the products by price by performing the
following steps:
1- Build a heap from a list of “products” in O(n) operations.
2- Swap the first list-element with the final list-element of
the list.
3- Decrease the considered range of the list by one.
4- Shift the new first element to its appropriate index in
the heap based on the “price. ”
5- Repeat step (2) unless the considered range of the list is
one element.

Validation How did those specific changes achieve the
goal?

By using the heap sort algorithm, our customers can now
see a sorted product list in their memory-limited hardware.

Maturity Stage How mature is this code? The change is an initial implementation, which still has to
be fully tested after the API for the products list is updated.

Side Effects What are the side effects of the change? The integration test will fail if the API that provides the
product list is not updated. At the same time, merging this
change with the main branch after updating the API might
break the existing code. Also, our implementation of heap
sort may be too complex for beginners and may slow down
maintenance.

of modifications components. The final theme is change-evaluation (post-implementation
assessment), including validation, maturity stage, and side effects.

Figure 4.1 shows an overview of the results for the characteristics of the rationale for code
commits. For every component of the rationale for code commits, we show five boxes in-
dicating the component’s importance, frequency of recording, frequency of need, frequency
of finding, and difficulty of finding. The boxes show statistics about the participants’ re-
sponses covering the minimum, maximum, median, and outliers. The raw data is available
in Appendix C.



Khadijah Al Safwan Chapter 4. Results 14

Figure 4.1: Rationale Components’ Importance, Frequency of Recording, Frequency of Need,
Frequency of Finding, and Difficulty of Finding

4.2 Components of the Rationale for Code Commits

The interview participants were asked to list and describe the components of the rationale
for code commits (RQ1). After that, we showed them our initial model (Table 3.1) of
components of the rationale and asked them for their opinion. Most participants shared
similar thoughts about the initial model being detailed and comprehensive. Then, we asked
participants if they wanted to change their answer after having seen our model. We specifi-
cally told them that they should feel free to remove, add, or modify components from their
model. Most participants used our model as a reference (since most felt that it was more
comprehensive than theirs) and adapted it by removing or adding components, as they felt
necessary.

The participants provided positive comments about the initial model of the rationale for
code commits. They indicated that the model is “a good model,” “detailed,” “thorough,”
“comprehensive,” “holistic,” and “exhaustive.” They also thought it “formally define[s]
rationale” and is “a logical frame that would work.” One participant said that the model
“clarifies the wide open concept which is hard to think about.”

When we asked the participants about components that should not be part of the rationale
for code commits, they revisited the model and spent some time to think. Below, we explain
some examples of changes that participants proposed. One participant thought that the goal
and the need can be the same most of the time and preferred to merge them together, delet-
ing the “goal” component. Another participant thought the need is included in the benefits
and cost, deleting the need component. One participant deleted the benefits component
because it is included in the goal component. Four of the participants disagreed with the
location component being part of the rationale for code commits. One of them considered
the location to be part of the modification component. Another one of the four stated the
reason for deletion as, “The location tells what changed, not why you changed it.” The last
two of the four also disagreed with the modification component. One said, “Rationale is
a high-level concept, and the content of the commit is low-level implementation,” deleting
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both the location and modification components. The other said, “Modifications are imple-
mentation details. The details are not the reason the code changed.” Four of the participants
did not consider the alternatives component part of the rationale. One of them clarified,
“Alternatives is not something that you actually implement!” For the selected alternative
component, one participant thought this component is extra information and not part of the
rationale. One participant thought that “validation answers why the code is correct, not
the rationale,” deleting the validation component. Finally, one participant doubted the cost
component but decided to keep it in the end.

As for any missing components of the rationale for code commits, most of the participants
proposed new components to be added to the model. In total, the participants added 18
components to the initial model. Table 4.2 shows the proposed components along with
the participant-provided component questions and example answers. Some of these compo-
nents mean the same thing as other participants’ added components or our initial model’s
components.

To update the initial model with the participants’ proposed components, we merged some
components together in two steps. First, we grouped components that mean the same thing.
Second, we abstracted away some of the specific cases that the participants mentioned into
a more abstract component. Figure 4.2 shows the transition from the initial to the updated
model, considering the proposed components. The timeliness proposed component is divided
into two parts to be grouped. The final updated model, which is composed of 15 components,
is shown in Table 4.1.
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Table 4.2: Proposed Components of the Rationale for Code Commits

Component Component Expressed as Question Example Answer
Technical
Requirement

Do I need to do the commit as part of my
version control software?

Git requires that I make a merge commit.

Documentation Why did you modify these parts of the code? I modified these parts of code similarly to X because the
implementation needs to follow this Y specific order.

Guidelines Does the code follow all the company-defined
coding guidelines?

Remove all hard-coded strings from the code.

Non-feasible al-
ternative

Were there alternatives initially chosen by the
developer that could not complete the require-
ment?

I tried to use HTML table to tabulate the changes needed
but couldn’t do that in the time frame. I used Bootstrap to
wrap the changes to all the tables.

Opinion Se-
lected Alterna-
tive

Why did you choose this implementation
rather than another quality effective imple-
mentation?

I prefer generic error messages over unspecified errors and/or
attempts to predict error types.

Constraints What else does this change impact or not im-
pact?

This change improves the exception handling but does so in
a way that doesn’t change any subsequent processing steps.
Another approach might have required further changes else-
where in the system.

Timeliness Why is this change necessary now ? What
other chunks of work need to take place be-
fore/after?

Suppose a commit includes a call to an API of a external
system. The other system also needs changes in order for
this commit to function properly. Has the other commit
reached production yet?

Dependency What is this change dependent on? This change is dependent on a version 1.x of history y.

Person
Author
Committer

Who changed the code?
Who was it who made this change (and when?)
Who made the change? Why them?

I made this commit at the end of my internship; or, I made
this commit on May 31st to hurriedly meet the June 1st
deadline.
Person A because they are familiar with error handling.

Time/Date When was the change introduced?
Who was it who made this change (and when?)
When were the changes made?

I made this commit at the end of my internship; or, I made
this commit on May 31st to hurriedly meet the June 1st
deadline.
Right after Bug A manifested.

Explanation of
Modifications

Explain how the modifications work and why
the code is like this.

Explanation of the specific syntax and purpose of it.
(for .. i+=2 && var ) Why i+=2 instead of i+1
Why i++ instead of ++i

Result What observed results were noticed when run-
ning the code?

Due to the exception message handling, we see 10% more
messages due to location not being observed before.

Environment Which environment does the commit need to
be pushed to?

(Dev → Test → Val → Prod)

Scope for
future develop-
ment

Did you identify future implementations that
can be done in next cycle sprint?

We can improve our code further to cover all the test cases
that couldn’t be done due to the upcoming deadline.

Quality How well is the code written from software en-
gineering? Is it just a hack or small fix as
opposed to a more thorough solution to fix a
problem from previous commits?

Instead of using print statements in “try/catch” block, ide-
ally, a logging library would have been a better choice.

Merge Conflict
Success

Will there be a merge conflict with the master
branch or previous commits of other collabo-
rators?

Yes, if somebody else tried to remedy a fix or added other
alternatives or extra code in parallel to you for the same
code location.

Limitation What are the known limitations of this com-
mit?

This commit can address that for only specific inputs
the intended goal would be accomplished or in cer-
tain cases, the expected output or runtime could be
different from the general case.

Impact How did this change impact the rest of the
system?

This change requires John to update his code where he calls
API X.
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Figure 4.2: The Process of Updating the Rationale for Code Commits Model
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4.3 Importance of Each Rationale Component

Not all the rationale components presented in Tables 3.1, 4.2, and 4.1 are considered to be
equally important to the rationale. We asked the interview and online survey participants
to identify how important each component is to the rationale for code commits (RQ2). We
asked the participants to choose from the following scale:

(0) I would easily know the rationale for code commits without finding this component.
(1) I would know the rationale for code commits without finding this component.
(2) I would better know the rationale for code commits when finding this component.
(3) It’s hard to know the rationale for code commits without finding this component.
(4) I can’t know the rationale for code commits without finding this component.

The green boxes in Figures 4.1 and 4.3 show a summary of the participants’ answers. Considering
the median value of the participants’ answers, the components of the rationale for code commits
are of three levels of importance. The first level is the most important rationale components and
includes the goal, need, location, and modifications. The second level is less important rationale
components and includes benefits, constraints, selected alternative, dependency, explanation of
modifications, validation, and side effects. The third level is the least important rationale compo-
nents and includes alternatives, committer, time, and maturity stage.

(0) I would easily know the rationale for code commits without finding this component
(1) I would know the rationale for code commits without finding this component
(2) I would better know the rationale for code commits when finding this component
(3) It’s hard to know the rationale for code commits without finding this component
(4) I can’t know the rationale for code commits without finding this component

Figure 4.3: Rationale Components’ Importance
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4.4 The Need for Rationale and its Components

To learn about the developers’ need for rationale and its components (RQ3), we asked the inter-
view and online survey participants two questions. First, we asked them about the importance of
rationale for the completion of their work. Second, we asked them about the frequency of their
need for rationale and its components.

Figure 4.4 and the green boxes of rationale in Figures 4.1 and 4.3 show the participants’ selected
level of importance or need for rationale in general. Almost 50% of the participants need the
rationale for code commits, but they can complete their work without it. A little more than 30%
of the participants really need the rationale for code commits, and they struggle to complete their
work without it.

Figure 4.4: Rationale Importance for Work Completion

The blue boxes in Figures 4.1 and 4.5 shows a summary of the participants’ answers about the
frequency of their need for rationale and its components. We asked the participants to select the
common frequency of need from a scale of five Likert points: (0) N/A, (1) a few times per year, (2)
multiple times per year, (3) multiple times per month, (4) multiple times per week, or (5) multiple
times a day. The average need for rationale, in general, is multiple times per week. The participants
on average need the goal, location, and modifications components multiple times per week. They
need the need, benefits, dependency, committer, time, explanation of modifications, validation, and
maturity stage components multiple times per month. Finally, participants need the constraints,
alternatives, selected alternative, and side effects components multiple times per year.
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(0) N/A (1) A few times per year (2) Multiple times per year (3) Multiple times per month
(4) Multiple times per week (5) Multiple times per day

Figure 4.5: Frequency of Need for Rationale Components

4.5 Finding Rationale and its Components

To explore the developers’ experience with finding rationale and its components (RQ4), we asked
the interview and online survey participants about the amount of time they spend searching for the
rationale for code commits, the frequency of finding rationale and its components, and the difficulty
of finding rationale and its components.

Figure 4.6 shows the rationale search times spent by the participants. The figure includes both
usual and hard-case search times. The participants’ usual search time is five to ten minutes on
average. In the hard cases, almost 50% of the participants spend more than 30 minutes searching
for the rationale.

Figure 4.6: Time Spent Searching for Rationale
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When we asked the interview participants, “When do you give up searching for rationale?” half
of the participants indicated that they do not really give up searching for the rationale for code
commits. In the context of this question, five participants mentioned making an effort to reach
the author or reaching out to other developers on the team for help. Four participants come up
with their own judgment of the rationale by looking at and revising the code and making sense
of it. Another four of the participants completely give up when the author is no longer available,
the author is no longer writing code, they have exhausted all the possibilities, they cannot run the
code, or the code base is huge and no documentation is available.

For the frequency of finding rationale and its components, we asked the participants to select from
a scale of five Likert points: (0) N/A, (1) almost never, (2) rarely, (3) sometimes, (4) often, or (5)
almost always. The orange boxes in Figures 4.1 and 4.7 summarize the participants’ answers. The
participants almost always find the committer, location, and modifications. They often find the goal
and time. Sometimes they find the need, benefits, explanation of modifications, and maturity stage.
Finally, the six components that they rarely find are constraints, alternatives, selected alternative,
dependency, validation, and side effects.

(0) N/A (1) Almost never (2) Rarely (3) Sometimes (4) Often (5) Almost always

Figure 4.7: Frequency of Finding Rationale Components

For the difficulty of finding rationale and its components, we asked the participants to select from
a scale of five Likert points: (0) N/A, (1) very easy, (2) easy, (3) neutral, (4) difficult, or (5)
very difficult. The purple boxes in Figures 4.1 and 4.8 summarize the participants’ answers. The
participants think it is relatively easy to find the goal, committer, time, location, and modifications
components. On the other hand, the participants find it relatively difficult to find the alternatives
and side effects components. The rest of the rationale components have a neutral finding difficulty.
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(0) N/A (1) Very easy (2) Easy (3) Neutral (4) Difficult (5) Very difficult

Figure 4.8: Difficulty of Finding Rationale Components

4.6 Recording Rationale and its Components

To find the participants’ recording or lack of recording of the rationale for code commits (RQ5),
we asked them to select the frequency with which they record rationale and its components. For
this question, we presented choices as a scale of five Likert points: (0) N/A, (1) almost never, (2)
rarely, (3) sometimes, (4) often, or (5) almost always. The red boxes in Figures 4.1 and 4.9 show a
summary of the participants’ answers. The participants almost always record the goal, committer,
location, and modifications components. Sometimes they record the need, benefits, dependency,
time, explanation of modifications, validation, and side effects components. Finally, they rarely
record the constraints, alternatives, selected alternative, and maturity stage components.

(0) N/A (1) Almost never (2) Rarely (3) Sometimes (4) Often (5) Almost always

Figure 4.9: Recording of Rationale Components



Chapter 5

Discussion

In this section, we highlight some of the results presented in Chapter 4 and discuss the implications
of these results.

5.1 Components of the Rationale for Code Commits

The interview participants proposed that a large number of components be included in the model
of the rationale for code commits, indicating a diversity of the meaning of rationale. When dif-
ferent developers request the rationale for code commits, they probably are referring to different
components of rationale.

For the model of rationale, some interview participants shared their concern about the model’s
usability or applicability and the ability to record the components for every single commit. One
participant expressed that concern by saying that the model “seems like a good model, especially
when I read the component and the example answer. It clarifies everything [developers] has trouble
[answering]. I never thought of it like that even if I am doing it. If I look at commits and find
answers to all the components, it would make my life a lot easier. I know it might not be doable
or possible because no one will ever answer all these in a commit. However, it is a good model.”
Another participant mentioned, “I have included in my commit messages a description of the
benefits and cost, including benchmarking numbers and a description of the benchmarks I ran and
what the numbers were. I was asked to remove that from my commit message!”

A number of participants were concerned about the overlap between the components of the rationale
for code commits (see Section 4.2). It is true that the answers for different components can be the
same in some cases. Because components of the same theme (see Section 4.1) are similar, the
answers to these components may be the same for some commits. However, we wanted this model
to be general and comprehensive.

23
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5.2 Importance of Rationale Components

The participants identified the goal, need, location, and modification components as the most
important components of the rationale for a code commit. These most important components are
the commit as presented in most version control systems. A commit in GitHub, for example, is
presented as a commit message that specifies the goal and need of the changes, a list of changed
files which specifies the location of the change, and the difference between the old and new versions
which is the modifications. It may be that developers identify the primary parts of a commit as
the rationale because it is what they see.

5.3 The Need for Rationale and its Components

Although a lack of rationale is not stopping more than 50% of the participants from completing
their work (Figure 4.4), the interview participants strongly clarified that they do not give up seeking
rationale (see Section 4.5). The rationale for code commits might not be extremely important for
the completion of work. However, the rationale for code commits is something that developers
spend a considerable amount of time searching for, especially when it is hard to find. The amount
of time spent by the developers searching and not giving up the search for rationale implies a strong
need for rationale. The rationale for code commits is valuable for software developers, even if they
can still manage to complete their work without it.

5.4 Finding Rationale and its Components

Spending five to ten minutes searching for the rationale for code commits is a reasonable amount
of time. Although that is the usual amount of time, there are hard cases where software developers
spend a significant amount of time (20 to 30 minutes on average) searching for the rationale. Making
rationale finding a less time-consuming process is an area that should be explored (see future work
in Chapter 7).

Figure 5.1 shows the average frequency of need for and the frequency of finding the rationale and
its components. The participants indicated that they are finding needed components except for the
dependency and validation components, which are frequently needed but not found. The average
frequency of recording these components indicates that the participants rarely record dependency
and validation. Studying the need for, recording of, and finding of both components is discussed
further in Chapter 7 on future work.

Figure 5.2 shows the average frequency of need and the difficulty of finding the rationale and
its components. The participants indicated easy to neutral difficulty in finding needed rationale
components, except for the alternatives and side effects components. Making rationale finding a
simpler process is an area that should be explored (see Chapter 7 on future work).



Khadijah Al Safwan Chapter 5. Discussion 25

Figure 5.1: Frequency of Need vs. Frequency of Finding Rationale Components

Figure 5.2: Frequency of Need vs. Difficulty of Finding Rationale Components
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5.5 Recording Rationale and its Components

Figure 5.3 shows that the developers are recording the parts of rationale they consider to be
important. Here we raise a question about the relationship between the recorded components and
their importance. Are the developers not identifying unrecorded components as important because
these components are not usually seen?

Figure 5.3: Frequency of Recording vs. Importance of Rationale Components



Chapter 6

Threats to Validity

This chapter presents the threats to the validity of our study, including construct, internal, external,
and replicability threats.

6.1 Construct

Are we asking the right questions? To answer our research questions, we asked both open and
quantitative questions. We scheduled the interview sessions to be relatively long (two hours),
making sure that we gave the participants enough time to express their ideas and share their
thoughts. At the beginning of each interview section, we asked the participants to “answer the
questions in [their] own words and provide as much detail as [they] feel is relevant to address each
question.” We also placed an open question at the end of the interview to allow the participants
to share any additional information about the topic.

6.2 Internal

Is the accuracy of the results skewed by the method with which we collected and analyzed them?
The methods we used in our study, interviews and surveys, can be affected by bias and inaccurate
responses. This effect could be intentional or unintentional. We gave gift cards to the interview
participants, and some of the survey participants won gift cards, which could have biased our results.
To mitigate these concerns, we clearly indicated that the compensation is for the time spent and
not the given answers. We repeatedly and constantly used phrases to encourage the participants to
provide their own honest opinions. We used the phrase “based on your experience” in most of the
questions. We also clearly indicated that the participants should “feel free to change/add/delete
or not.” Sometimes, we also indicated that “there is no right or wrong answer; we are interested
in what you think and your perspective.”

27
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6.3 External

Are our study results generalizable? By interviewing a group of developers, we cannot understand
the whole developer population. To mitigate this threat to validity, we tried to recruit as diverse a
population as possible. Our interview participants have diverse types and amounts of experience.

6.4 Replicability

Can the results of this study be replicated by others? It is difficult to replicate qualitative stud-
ies.The exact interview scripts and survey questions are available in Appendix A and B. We cannot
share the raw data and transcripts of the interviews because we told the interview participants we
would not share individual participants’ data. However, counts of the participants’ responses to
the quantitative questions are available in Appendix C.



Chapter 7

Future Work

The results of our study motivate the development of novel techniques and tools to support de-
velopers in accurately recording and seeking the rationale for code commits. Further exploratory
studies are encouraged to discover developers’ strategies for recording and finding the rationale.
The processes that developers follow to find the rationale for code commits, the tools they use, and
the locations where they find rationale is outside the scope of our study. However, the participants
in our study provided some points about their strategies in the context of the questions we asked.
Future studies may use interviews, surveys, and shadowing or observing developers while working
to discover their strategies.

Future research may also further validate the frequency of recording different components of ratio-
nale expressed by our participants by searching for evidence for it through mining of open-source
project repositories and their related management and bug-tracking systems. This approach may
be also interesting to also validate the reported importance of every rationale component by mining
the recorded discussions, conversations, and messages between projects’ software developers.

Finally, a detailed understanding of the components of the rationale for code commits may serve as
inspiration for novel techniques to support developers in accurately recording and seeking rationale.
Making rationale finding a simpler and less time-consuming process is an area that should be
explored.

29



Chapter 8

Conclusion

In this study, we discovered that the rationale for code changes can be divided into components.
We interviewed software developers to identify the rationale for code commits and its components.
We created an initial model based on the findings of software history studies to start the discussion
with the developers, asked the study participants to update the model to reflect what they mean
by the rationale for code commits, and analyzed the participants’ proposed components to create
a final model of the rationale for code commits.

Additionally, we identified different characteristics of these components. We determined which
components of rationale developers consider important, which components are needed more than
others, which components are difficult to find, and which components are recorded by software
developers.

An exploration of developers’ strategies for recording and finding the rationale for code commits
would be a study that naturally follows ours. Our results will assist future work in creating tools and
techniques to support developers in accurately recording and efficiently finding the rationale. The
identification of the rationale for code commits components and their characteristics are essential
for building such tools and techniques, which will potentially improve the software developers’
productivity.
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Rationale for Code Commits        Page 1 of 13 
 

Rationale for Code Commits Interview  
Please answer the questions in your own words and provide as much detail as you feel is relevant to 
address each question. Some questions have choices. I will instruct you to choose the answer for the 
ones with choices.  
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Modern software is modified in packaged changes called code commits in revision control systems. 
In many occasions, software developers need to examine code commits for various purposes. 
Some of the main motivations for examining code commits are1: 

• Debugging 
• Reverse engineering requirements 
• Understanding rationale (Why is the code this way?) 
• … 

In this study, we will discuss your experience in understanding the rationale for code commits. 
Please answer each question based on your experience and provide as much information as you feel 
is relevant to your answer. 

 

1. Tell me about one time in which you investigated a code commit to understand its rationale. 
a. Why did you need to find the rationale for that code commit?  
b. What was the rationale for that code commit?  

. 

  

                                                
1 Mihai Codoban, Sruti Srinivasa Ragavan, Danny Dig, and Brian Bailey. 2015. Software history under the lens: 
a study on why and how developers examine it. In Software Maintenance and Evolution (ICSME), 2015 IEEE 
International Conference on. IEEE, 1–10. 
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2. If you had to divide rationale into components, what are the components of rationale for code 
commits? Take as much time as you need.  

. 

.  
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Model of Rationale for Code Commits  

For the next 5 minutes, please review, understand, and think about this model of rationale for code 
commits. Feel free to ask me for clarifications. You may take longer than 5 minutes if you need to. 

 

 

3. What do you think of this model? 

 

4. In this model, is there something that you don’t think it should be part of rationale for code 

commits?  Take as much time as you need. 

 

 

5. Are there any components of rationale for code commits that should be added to this model? Take 

as much time as you need. 

 

 

6. Would you like to change your answer for the way you divide rationale of code commits into 

components?  Take as much time as you need. 

.
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Finding and Recording Rationale for Code Commits  

7. What are your strategies for finding the rationale of code commits? Please include: 
a. Your steps for finding rationale of code commits.  
b. The location of which you find the rationale for code commits.   
c. The tools you use to find the rationale for code commits.  
d. The rationale components that fit every strategy. 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
8. When your strategy does not lead you to the rationale of code commits, what do you do? 
 
 
 
 
 
9. In what order do you follow your strategies? 
 
 
 
 
 
10. What would make your life easier in this process? 
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. 

11. As a developer, what are your strategies for keeping a record of the rationale for your code 
commits? Please include: 

a. Your steps for recording rationale of code commits. 
b. The location of which you record the rationale for code commits.  
c. The tools you use to record the rationale for code commits.  
d. The rationale components that fit every strategy. 
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12. During your software engineering activities, how often do you record …  

 
Frequency of Recording 

Almost Never Rarely Sometimes Often Almost 
Always N/A 

Rationale O O O O O O 

Component       

Goal O O O O O O 

Need O O O O O O 

Location O O O O O O 

Modifications O O O O O O 

Alternatives O O O O O O 

Selected 
alternative O O O O O O 

Validation O O O O O O 

Benefits O O O O O O 

Costs O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 
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. 

13. During your software engineering activities, which frequency best reflects how often you sought 
… 

 
Frequency of Need 

few times a 
year 

multiple times 
a year 

multiple times 
a month 

multiple times 
a week 

multiple times 
a day N/A 

Rationale O O O O O O 

Component       

Goal O O O O O O 

Need O O O O O O 

Location O O O O O O 

Modifications O O O O O O 

Alternatives O O O O O O 

Selected 
alternative O O O O O O 

Validation O O O O O O 

Benefits O O O O O O 

Costs O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 
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14. During your software engineering activities (at any point in time), what is the maximum frequency 
with which you sought …  

 
Max. Frequency of Need 

few times a 
year 

multiple times 
a year 

multiple times 
a month 

multiple times 
a week 

multiple times 
a day N/A 

Rationale O O O O O O 

Component       

Goal O O O O O O 

Need O O O O O O 

Location O O O O O O 

Modifications O O O O O O 

Alternatives O O O O O O 

Selected 
alternative O O O O O O 

Validation O O O O O O 

Benefits O O O O O O 

Costs O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 
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15. For the components of rationale for code commits that you seek, how often do you usually find … 

 
Frequency of Finding 

Almost 
Never Rarely Sometimes Often Almost 

Always N/A 

Rationale O O O O O O 

Component       

Goal O O O O O O 

Need O O O O O O 

Location O O O O O O 

Modifications O O O O O O 

Alternatives O O O O O O 

Selected alternative O O O O O O 

Validation O O O O O O 

Benefits O O O O O O 

Costs O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 
 
  

Khadijah Al Safwan Appendix A. Interview Script 44



 

Rationale for Code Commits        Page 11 of 13 
 

16. For the components of rationale for code commits that you seek, how difficult is it to find … 

 
Difficulty of Finding 

Very easy Easy Neutral Difficult Very difficult N/A 

Rationale O O O O O O 

Component       

Goal O O O O O O 

Need O O O O O O 

Location O O O O O O 

Modifications O O O O O O 

Alternatives O O O O O O 

Selected alternative O O O O O O 

Validation O O O O O O 

Benefits O O O O O O 

Costs O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 
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17. How important is finding each component (for understanding the rationale for code commits)?  

Component 

Importance 

I would easily 
know the 

rationale for 
code commits 

without 
finding this 
component 

I would know 
the rationale 

for code 
commits 
without 

finding this 
component 

I would better 
know the 

rationale for 
code commits 
when finding 

this 
component 

It’s hard to 
know the 

rationale for 
code commits 

without 
finding this 
component 

I can’t know 
the rationale 

for code 
commits 
without 

finding this 
component 

Goal O O O O O 

Need O O O O O 

Location O O O O O 

Modifications O O O O O 

Alternatives O O O O O 

Selected alternative O O O O O 

Validation O O O O O 

Benefits O O O O O 

Costs O O O O O 

 O O O O O 

 O O O O O 

 O O O O O 

 O O O O O 

 O O O O O 

 O O O O O 
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18. How important is understanding the rationale of code commits for the completion of your work?  

o I don’t need the rationale of code commits and I can complete my work without it 
o I don’t need the rationale of code commits but it helps me complete my work 
o I need the rationale of code commits but I can complete my work without it 
o I really need the rationale of code commits and I struggle to complete my work without it 
o I really need the rationale of code commits and I can not complete my work without it 

19. How much time do you usually spend when searching for the rationale of code commits?  

o Less than 5 minutes  
o 5-10 minutes 
o 10-20 minutes 
o 20-30 minutes 
o More than 30 minutes 
o I don’t search for rationale  

20. In the cases where it is hard to find the rationale of code commits, how much time do you usually 
spend searching for the rationale of code commits?  

o Less than 5 minutes  
o 5-10 minutes 
o 10-20 minutes 
o 20-30 minutes 
o More than 30 minutes 
o N/A 

 
 
 
 

21. Is there anything else you want to tell me about the rationale for code commits? 

 

22. Is there anyone you know who would participate in this study?  

 

23. Will you be interested in disseminating a related survey to people who would participate?  
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A.2 Interviewer Version



 

Rationale for Code Commits        Page 1 of 13 
 

Rationale for Code Commits Interview  
Please answer the questions in your own words and provide as much detail as you feel is relevant to 
address each question. Some questions have choices. I will instruct you to choose the answer for the 
ones with choices.  

Commented [AK1]: I will hand you 
your version of every interview 
question 
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Modern software is modified in packaged changes called code commits in revision control systems. 
In many occasions, software developers need to examine code commits for various purposes. 
Some of the main motivations for examining code commits are1: 

• Debugging 
• Reverse engineering requirements 
• Understanding rationale (Why is the code this way?) 
• … 

In this study, we will discuss your experience in understanding the rationale for code commits. 
Please answer each question based on your experience and provide as much information as you feel 
is relevant to your answer. 

 

1. Tell me about one time in which you investigated a code commit to understand its rationale. 
a. Why did you need to find the rationale for that code commit?  
b. What was the rationale for that code commit?  

. 

  

                                                
1 Mihai Codoban, Sruti Srinivasa Ragavan, Danny Dig, and Brian Bailey. 2015. Software history under the lens: 
a study on why and how developers examine it. In Software Maintenance and Evolution (ICSME), 2015 IEEE 
International Conference on. IEEE, 1–10. 

Commented [AK2]: I want you to take 
your time and think about one 
example or one situation where you 
needed to investigate a code commit 
to understand its rationale. Tell me... 
Commented [AK3]: Can you 
elaborate? 
Commented [AK4]: Can you 
elaborate? 
Commented [AK5]: Thank you, now 
think again about my question and 
your answer. Remember that rationale 
is informally defined as "Why the code 
is this way?" 
 

c.Can you tell me another example 
in which you investigated a code 
commit to understand its rationale?  
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2. If you had to divide rationale into components, what are the components of rationale for code 
commits? Take as much time as you need.  

. 

.  

Commented [AK6]: Now, talking about 
the rationale of code commits in 
general. 
 
Commented [AK7]: Let me give you 
an example, if you are to answer a 
similar question. Let’s say “How did 
this code change?”. This is not the 
question I am asking you about. I am 
asking a different question. This 
question is just to clarify. 
 
The answer could be of many 
components and the way you unpack 
the answer to “How did the code 
change?” could include many parts. 
The answer may include “who 
changed the code?”, “what parts of 
the code changed”, “what editor was 
used”, “what transformations 
happened”, etc. 
 
“How” can mean different things to 
different people. The answer to all the 
questions (the person, parts, editor, 
transdormations,…) is the ultimate 
answer to “How did the code 
change?” 
 
Now, think of the answer to “Why the 
code is this way?”  
• what are the parts of the answer? 
• what are the components of your 
answer to the informal definition of 
rationale “why the code is this 
way?”. 
• what are the components of 
rationale for code commits? 
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Model of Rationale for Code Commits  

For the next 5 minutes, please review, understand, and think about this model of rationale for code 
commits. Feel free to ask me for clarifications. You may take longer than 5 minutes if you need to. 

 

 

3. What do you think of this model? 

 

4. In this model, is there something that you don’t think it should be part of rationale for code 

commits?  Take as much time as you need. 

 

 

5. Are there any components of rationale for code commits that should be added to this model? Take 

as much time as you need. 

 

 

6. Would you like to change your answer for the way you divide rationale of code commits into 

components?  Take as much time as you need. 

.

Commented [AK8]: This is a model of 
rationale for code commits that we are 
studying.  
 
This model consists of rationale 
components. Every component is 
described by a question and an 
example of an answer to the question. 
 
These questions are not for you to 
answer, it is an explanation of what 
each component is and the answers 
are example of a possible answer to 
the question. 

Commented [AK9]: a.What is it? 
b.Why?  

 

Commented [AK10]: a.What are 
these components? 

 

Commented [AK11]: Considering 
these new components [X, Y, Z], Why 
didn't you include these components 
the first time? 
 
Commented [AK12]: Given your 
changes for the way you divide 
rationale of code commits 
 

a.Would you like to update the 
model? 
b.Is there something that you don’t 
think it should be part of rationale for 
code commits?  
c.What are the components lacking 
in this model?  
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Finding and Recording Rationale for Code Commits  

7. What are your strategies for finding the rationale of code commits? Please include: 
a. Your steps for finding rationale of code commits.  
b. The location of which you find the rationale for code commits.   
c. The tools you use to find the rationale for code commits.  
d. The rationale components that fit every strategy. 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
8. When your strategy does not lead you to the rationale of code commits, what do you do? 
 
 
 
 
 
9. In what order do you follow your strategies? 
 
 
 
 
 
10. What would make your life easier in this process? 
  

Commented [AK13]: In this part of the 
interview, I want to know about your 
strategy for finding and recording 
rationale of code commits. 
Commented [AK14]: What steps do 
you follow to find the rationale for 
code commits? 
Commented [AK15]: Where do you 
find the rationale for code commits? 
What is the location of which you find 
the rationale for code commits? 
Commented [AK16]: What tools do 
you use to find the rationale for code 
commits? 
Commented [AK17]: Considering the 
components of rationale for code 
commits that you look for, which 
components fit this strategy? 

Commented [AK18]: (improvements) 
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. 

11. As a developer, what are your strategies for keeping a record of the rationale for your code 
commits? Please include: 

a. Your steps for recording rationale of code commits. 
b. The location of which you record the rationale for code commits.  
c. The tools you use to record the rationale for code commits.  
d. The rationale components that fit every strategy. 

 
 
 
 
  

Commented [AK19]: Let’s talk about 
your strategy for keeping a record of 
rationale for code commits 
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12. During your software engineering activities, how often do you record …  

 
Frequency of Recording 

Almost Never Rarely Sometimes Often Almost 
Always N/A 

Rationale O O O O O O 

Component       

Goal O O O O O O 

Need O O O O O O 

Location O O O O O O 

Modifications O O O O O O 

Alternatives O O O O O O 

Selected 
alternative O O O O O O 

Validation O O O O O O 

Benefits O O O O O O 

Costs O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 
 
  

Commented [AK20]:  Please choose 
your answers. 
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. 

13. During your software engineering activities, which frequency best reflects how often you sought 
… 

 
Frequency of Need 

few times a 
year 

multiple times 
a year 

multiple times 
a month 

multiple times 
a week 

multiple times 
a day N/A 

Rationale O O O O O O 

Component       

Goal O O O O O O 

Need O O O O O O 

Location O O O O O O 

Modifications O O O O O O 

Alternatives O O O O O O 

Selected 
alternative O O O O O O 

Validation O O O O O O 

Benefits O O O O O O 

Costs O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

  

Commented [AK21]: For the rest of 
this interview, let’s talk about the 
rationale for code commits and the 
model in more details.  
 
Please answer the questions based 
on your experience. 
 
Commented [AK22]: Please choose 
your answers. 
Commented [AK23]: common 
frequency 
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14. During your software engineering activities (at any point in time), what is the maximum frequency 
with which you sought …  

 
Max. Frequency of Need 

few times a 
year 

multiple times 
a year 

multiple times 
a month 

multiple times 
a week 

multiple times 
a day N/A 

Rationale O O O O O O 

Component       

Goal O O O O O O 

Need O O O O O O 

Location O O O O O O 

Modifications O O O O O O 

Alternatives O O O O O O 

Selected 
alternative O O O O O O 

Validation O O O O O O 

Benefits O O O O O O 

Costs O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 
 
  

Commented [AK24]: I asked you 
about the common frequency and now 
asking about the maximum frequency. 
 
Commented [AK25]: Please choose 
your answers. 
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15. For the components of rationale for code commits that you seek, how often do you usually find … 

 
Frequency of Finding 

Almost 
Never Rarely Sometimes Often Almost 

Always N/A 

Rationale O O O O O O 

Component       

Goal O O O O O O 

Need O O O O O O 

Location O O O O O O 

Modifications O O O O O O 

Alternatives O O O O O O 

Selected alternative O O O O O O 

Validation O O O O O O 

Benefits O O O O O O 

Costs O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 
 
  

Commented [AK26]: Here asking 
about the common frequency too.  
 
Please choose your answers. 
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16. For the components of rationale for code commits that you seek, how difficult is it to find … 

 
Difficulty of Finding 

Very easy Easy Neutral Difficult Very difficult N/A 

Rationale O O O O O O 

Component       

Goal O O O O O O 

Need O O O O O O 

Location O O O O O O 

Modifications O O O O O O 

Alternatives O O O O O O 

Selected alternative O O O O O O 

Validation O O O O O O 

Benefits O O O O O O 

Costs O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 O O O O O O 

 
 
  

Commented [AK27]: Here asking 
about the common difficulty.  
 
Please choose your answers. 
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17. How important is finding each component (for understanding the rationale for code commits)?  

Component 

Importance 

I would easily 
know the 

rationale for 
code commits 

without 
finding this 
component 

I would know 
the rationale 

for code 
commits 
without 

finding this 
component 

I would better 
know the 

rationale for 
code commits 
when finding 

this 
component 

It’s hard to 
know the 

rationale for 
code commits 

without 
finding this 
component 

I can’t know 
the rationale 

for code 
commits 
without 

finding this 
component 

Goal O O O O O 

Need O O O O O 

Location O O O O O 

Modifications O O O O O 

Alternatives O O O O O 

Selected alternative O O O O O 

Validation O O O O O 

Benefits O O O O O 

Costs O O O O O 

 O O O O O 

 O O O O O 

 O O O O O 

 O O O O O 

 O O O O O 

 O O O O O 
 

  

Commented [AK28]: Please choose 
your answers. 
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Rationale for Code Commits        Page 13 of 13 
 

18. How important is understanding the rationale of code commits for the completion of your work?  

o I don’t need the rationale of code commits and I can complete my work without it 
o I don’t need the rationale of code commits but it helps me complete my work 
o I need the rationale of code commits but I can complete my work without it 
o I really need the rationale of code commits and I struggle to complete my work without it 
o I really need the rationale of code commits and I can not complete my work without it 

19. How much time do you usually spend when searching for the rationale of code commits?  

o Less than 5 minutes  
o 5-10 minutes 
o 10-20 minutes 
o 20-30 minutes 
o More than 30 minutes 
o I don’t search for rationale  

20. In the cases where it is hard to find the rationale of code commits, how much time do you usually 
spend searching for the rationale of code commits?  

o Less than 5 minutes  
o 5-10 minutes 
o 10-20 minutes 
o 20-30 minutes 
o More than 30 minutes 
o N/A 

 
 
 
 

21. Is there anything else you want to tell me about the rationale for code commits? 

 

22. Is there anyone you know who would participate in this study?  

 

23. Will you be interested in disseminating a related survey to people who would participate?  

Commented [AK29]: Please choose 
your answer. 

Commented [AK30]: Please choose 
your answer. 

Commented [AK31]: Please choose 
your answer. 
 
When do you give up? 

Commented [AK32]: This is an open 
question for you if you wish to add 
anything. 
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Rationale for Code Commits Survey 
 

  
 
Demographics 
 
What is your gender? 

o Male  
o Female  
o Decline to answer  
o Other  

 
 
What is your age? 

o 18-29  
o 30-39  
o 40-49  
o 50-59  
o 60+  

 
How many years of experience do you have with software development? 

________________________________________________________________ 
 
 
Select all that apply,  your software development experience is  

£ Personal  
£ Professional (in a company)  
£ Professional (open source)  

 
 
How many years of experience do you have with version control systems (eg. Git, Github)? 

________________________________________________________________ 
 
 
Select all that apply,  your experience with version control systems is  

£ Personal  
£ Professional (in a company)  
£ Professional (open source)  
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What version control systems have you used for software development? 
£ CVS  
£ Git  
£ Mercurial  
£ Perforce  
£ Subversion  
£ Other (please specify) ________________________________________________ 

 
 
Rationale for Code Commits 
 
 
Modern software is modified in packaged changes called code commits in revision control systems. In many 
occasions, software developers need to examine code commits for various purposes. Some of the main 
motivations for examining code commits are:  

� Debugging 
� Reverse engineering requirements 
� Understanding rationale (Why is the code this way?) 
�  ...     

 
In this study, we want to understand developers' experiences with rationale for code commits and its 
components.   
 
During your software engineering activities, how often do you inspect your own code commits to 
understand their rationale (Why the code is this way)? 

o A few times per year  
o Multiple times per year  
o Multiple times per month  
o Multiple times per week  
o Multiple times per day  

 
 
During your software engineering activities, how often do you inspect other developers' code commits to 
understand their rationale (Why the code is this way)? 

o A few times per year  
o Multiple times per year  
o Multiple times per month  
o Multiple times per week  
o Multiple times per day  
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Model of Rationale for Code Commits    
 
 
The following table is a model of rationale for code commits that we are studying. This model consists of 
rationale components. Every component is described by a question and an example of an answer to the 
question.  
  
Please spend some time (suggested 5 minutes) to review, understand, and think about this model of rationale 
for code commits before answering the questions in the next page.   
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Experience with Rationale for Code Commits and its Components 
 
 
The model is presented here again for your reference. Please, click here to open it in a separate 
window: http://people.cs.vt.edu/~khsaf/RationaleModel.html.   
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For rationale (in general) and the components of rationale for code commits, please specify: 

 How often do you 
record ... 

Which frequency 
best reflects how 
often you sought 

... 

At any point in 
time, what is the 

maximum 
frequency with 

which you sought 
... 

How often do you 
usually find ... How difficult is it to find ... 

Rationale     (in general)        ▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Goal    (What did you want 
to achieve?)        

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Need    (Why did you need 
to achieve that?)        

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Constraints     (What were 
the constraints limiting your 
implementation choice?)        

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Alternatives    (What other 
alternatives did you have?)        

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Selected Alternative    (Why 
did you make those specific 
changes and not others?)        

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Dependency    (What other 
changes does this change 
depend on?)        

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Validation    (How did those 
specific changes achieve 
the goal?)        

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Committer    (Who changed 
the code?)        

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Time    (Why were the 
changes made at that 
time?)      

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Maturity Stage     (How 
mature is this code    

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Location    (What artifacts 
were changed?)        

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Modifications    (What 
specific changes were 
performed in the artifacts?)        

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Explanation of 
Modifications.    (What are 
the details of the 
implementation?)    

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Benefits     (What is the 
benefit of what you want to 
achieve?)    

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 

Side Effects    (What are the 
side effects of the change?)        

▼ Almost Never ... 
N/A 

▼ A few times a 
year ... N/A 

▼ A few times a 
year ... N/A 

▼ Almost Never ... 
N/A ▼ Very easy ... N/A 
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How important is finding each rationale component (for understanding the rationale for code commits)? 

 

I would easily know 
the rationale for code 

commits without 
finding this 
component 

I would know the 
rationale for code 
commits without 

finding this 
component 

I would better know 
the rationale for code 

commits when 
finding this 
component 

It’s hard to know the 
rationale for code 
commits without 

finding this 
component 

I can’t know the 
rationale for code 
commits without 

finding this 
component 

Rationale     (in 
general)        o  o  o  o  o  

Goal    (What did you 
want to achieve?)        o  o  o  o  o  

Need    (Why did you 
need to achieve that?)        o  o  o  o  o  

Constraints     (What 
were the constraints 
limiting your 
implementation 
choice?)        

o  o  o  o  o  

Alternatives    (What 
other alternatives did 
you have?)        

o  o  o  o  o  

Selected Alternative    
(Why did you make 
those specific changes 
and not others?)        

o  o  o  o  o  

Dependency    (What 
other changes does 
this change depend 
on?)        

o  o  o  o  o  

Validation    (How did 
those specific changes 
achieve the goal?)        

o  o  o  o  o  

Committer    (Who 
changed the code?)        o  o  o  o  o  

Time    (Why were the 
changes made at that 
time?)      

o  o  o  o  o  

Maturity Stage     (How 
mature is this code    o  o  o  o  o  

Location    (What 
artifacts were 
changed?)        

o  o  o  o  o  

Modifications    (What 
specific changes were 
performed in the 
artifacts?)        

o  o  o  o  o  

Explanation of 
Modifications.    (What 
are the details of the 
implementation?)    

o  o  o  o  o  

Benefits     (What is the 
benefit of what you 
want to achieve?)    

o  o  o  o  o  

sSide Effects    (What 
are the side effects of 
the change?)        

o  o  o  o  o  
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 How important is understanding the rationale of code commits for the completion of your work? 

o I don’t need the rationale of code commits and I can complete my work without it  
o I don’t need the rationale of code commits but it helps me complete my work  
o I need the rationale of code commits but I can complete my work without it  
o I really need the rationale of code commits and I struggle to complete my work without it  
o I really need the rationale of code commits and I can not complete my work without it  

 
 
How much time do you usually spend when searching for the rationale of code commits? 

o Less than 5 minutes  
o 5-10 minutes  
o 10-20 minutes  
o 20-30 minutes  
o More than 30 minutes  
o I don’t search for rationale  

 
In the cases where it is hard to find the rationale of code commits, how much time do you usually spend 
searching for the rationale of code commits? 

o Less than 5 minutes   
o 5-10 minutes  
o 10-20 minutes  
o 20-30 minutes  
o More than 30 minutes  
o N/A  

 
To be eligible for the Amazon.com gift card raffle, please enter your name and email address. 
 
What is your name?  

________________________________________________________________ 
 
What is your email address? 

________________________________________________________________  
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This approval provides permission to begin the human subject activities outlined in the IRB-approved
protocol and supporting documents.
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IRB as an amendment request and approved by the IRB prior to the implementation of any changes,
regardless of how minor, except where necessary to eliminate apparent immediate hazards to the
subjects. Report within 5 business days to the IRB any injuries or other unanticipated or adverse
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(Please review responsibilities before the commencement of your research.)
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in the proposal / work statement before funds are released. Note that this requirement does not apply
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